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Abstract

A formal approach to software development is presented which integrates reuse as an essen-

tial part: the Spectrum approach. Based on type-theoretic, algebraic and functional methods,

the Spectrum project aims at studying methodical aspects, language issues, theory and sup-

port tools of software reuse in an integrated way. A central concept is the notion of software

component which represents software at di�erent levels of abstraction and gives access to

multiple views of software objects. The type-theoretic meta-language serves for specifying

exactly the properties of such components, algebraic methods are used for carrying out formal

developments of speci�cations.

Keywords: algebraic speci�cation, reusable software components, software development,

type-theory

1 Introduction

The increasing demand for more and more complex software systems makes it necessary to change

the process of software development. It is important to reuse already developed software systems

for di�erent applications. In order to achieve this goal and to get the con�dence of the system

developers, reuseable software must be of high quality.

Therefore formal methods become an integrated part of the software construction process: formal

methods provide abstract language concepts for supporting the certi�cation of software; language

speci�c theory of reuse provides the foundations for computer aided development with reuse and

formal methods support the evolution of reusable objects and other reuse activities such as con-

struction, search and classi�cation, integration and con�guration of reusable components. Moreover
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the integration of formal methods into the software life cycle is becoming an important research

issue [Dort 91].

In the following a formal approach to software development will be presented which integrates

reuse as an essential part: the Spectrum approach has its roots in the CIP project [Baue 81]

and several ESPRIT projects such as METEOR (on algebraic speci�cation and development),

PROSPECTRA (on transformational techniques) and DRAGON (on reusability).Based on type-

theoretic, algebraic and functional methods, the Spectrum project aims at studying methodical

aspects, language issues, theory and support tools in an integrated way.

2 Methods

2.1 Software components

A central aspect of the Spectrum approach is the notion of software component which represents

software at di�erent levels of abstraction and gives access to multiple views of software objects.

Starting from a simple model of the software development process where a development consists

of a sequence of descriptions beginning with a requirement speci�cation and ending with the �nal

program, we de�ne a software component to be a �nite graph whose nodes are software objects such

as speci�cations and programs and whose edges represent relations between such objects. Then each

development sequence can be understood as a particular software component.

2.1.1 Objects

Software objects are speci�cations of functional and non-functional properties, programs and com-

ponents themselves. In general, objects are structured. In particular, structured speci�cations

can be considered as software components related by operations such as inheritance, clientship or

instantiation.

Objects come together with associated attributes such as examples of instances, theorems, meta-

theorems, simulations and di�erent syntactical representations [Lato 91].

2.1.2 Relations between software objects

There are di�erent kinds of relations:

a) Re�nement and implementation relations relating objects at di�erent levels of abstraction.

b) Translations between expressions in di�erent languages. Translations are especially important

for the transition from speci�cations to programs and for the reuse of results from other

languages. For example, for a development in a �rst-order logic it might be interesting to use

results obtained in equational logic with a narrowing-based theorem prover.

c) Multiple views of software objects describe functional properties (such as input-output be-

haviour, invariants and theorems) and non-functional properties (such as concurrency aspects,

complexity mesures and access control) [Cazi 91].
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Relations are classi�ed according to their abstract properties. Most important are transitivity

and monotonicity which insure the correctness of a sequence of development steps as well as of local

development steps [Broy 80, Baxt 90].

2.2 Development for and with reuse

Software development is understood as the development of a (part of a) sofware component. Soft-

ware components can be manipulated from three di�erent views [Stab 91]:

a) The reuse supervisor maintains the reuse components and is the only one who has "write"

access to the component library.

b) The reuse consultant knows about the content of the whole library and is able to share his

knowledge with "ordinary" reusers.

c) Each reuser has a partial view of the library and constructs particular applications using his

view. The approach also supports the development of software by a group of reusers.

For each view di�erent operations are allowed:

a) The reuse supervisor has the right to release new views of the component. He may extend

existing views and replace parts within a view.

b) A reuse consultant may inspect the whole library and tell the supervisor that a view needs

restructuring.

c) Ordinary reusers may produce new versions of their view by extending, combining and chang-

ing views and may prepare a new version for submission to the supervisor. Cooperation

between several reusers is achieved by formal support for the integration of software objects

and by formal support for conversation between di�erent developers [Rose 91].

3 Language

In Spectrum three di�erent language styles are studied: Type theory, algebraic speci�cation and

functional programming.

3.1 Type theory

As a meta-language for formally expressing components and software developments an extension of

ECC [Luo 91] is used. This is a very powerful calculus in which module concepts and polymorphism

can be expressed adequately with the help of dependent products and dependent sums. A hierarchy

of universes allows to describe programming and meta- programming as well as reasoning and meta-

reasoning in the same framework.
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3.2 Algebraic speci�cation

For describing design speci�cations in an algebraic style the kernel language ASL [Sann 83] and

their dialects RAP [Gese 86] and OS [Breu 91] are used. ASL provides a few simple but powerful

speci�cation operators for writing speci�cations in a structured way and posesses a well developed

theory for transforming speci�cation expressions and proving properties in a structured way. RAP

allows to write hierarchical speci�cations and is embedded in a convenient development environment.

OS integrates object oriented features into ASL and is well-suited for specifying object oriented

programs.

Algebraic speci�cations do not support dependent types and therefore are less expressive than

type theoretic descriptions. Advantages of algebraic speci�cations are that they are abstract, easy

to manipulate and that they have a well-developed theory together with good programming envi-

ronments.

3.3 Functional programming

SML [Miln 90] is used as functional programming language. SML supports modular and high-level

functional programming and integrates non-functional programming styles (such as references, as-

signments and concurrency) in a clean and transparent way. SML structures correspond to alge-

bras and can therefore be understood as models of equational speci�cations. Moreover its module

concepts can be easily expressed in the type theoretic framework. SML is used for constructing

prototype implementations of speci�cations.

4 Theory

The theoretical background of Spectrum can be divided into two main streams: Foundational studies

and theory of reuse.

4.1 Foundational studies

The foundational studies concern semantical properties of speci�cation and type-theoretic lan-

guages.

4.1.1 Algebraic speci�cations

For algebraic speci�cations a well-developed theory supporting formal developments is available

[Wirs 90]. In particular, the fundamental implementation relation is transitive and monotonic and

therefore satis�es the horizontal and vertical composition property. Using the equations of "module

algebra" structured speci�cations can be transformed into various normal forms and structured

proof calculi allow one to verify the correctness of implementations in a structured way [Wirs 91].

Context induction provides a new method for verifying behavioural implementations [Henn 90].

Most of these results can be extended to object oriented speci�cations [Breu 91].

4



4.1.2 Non-functional speci�cations

For non-functional speci�cation two basic methods are available: In [Baxt 90] a performance mea-

sure is associated with the abstract syntax of program. Then any non-functional speci�cation is

given as the conjunction of preorder assertions between performance expressions. [Jacq 91] advo-

cates the abstract interpretation of speci�cation expressions in order to perform complexity analysis

or measurements and benchmarks.

4.1.3 Integration of formalisms

For relating programs and speci�cations there are two basic semantic approaches. By considering

"programs as speci�cations" one de�nes a translation from a subset of speci�cation expressions to

programs. For example, equational speci�cations with axioms in the form of structural recursive

de�nitions can be directly transformed into functional programs. In the type-theoretic approach

it seems appropriate to consider programs as "realizers" of speci�cations, i.e. the semantics of a

program is considered as a model of the speci�cation.

More generally, type-theoretic descriptions are well-suited for integrating di�erent styles of spec-

i�cations and programs as has been shown by the DEVA project [Cazi 91].

4.2 Theory for reuse

Based on the results of the foundational studies the theory of reuse provides formal support of most

reuse activities. In the Spectrum project we are mainly interested in the follwing issues.

4.2.1 Reuse of components

The construction of reusable components is based on the theory of structured algebraic speci�ca-

tions. In [Wirs 88] a notion of reusable component is developed that represents speci�cations at

di�erent levels of abstraction by a tree of speci�cations where two consecutive nodes are related by

the implementation relation. Due to the fact that the nodes are ASL speci�cations these compo-

nents can be normalized and enjoy vertical and horizontal composition properties. We are currently

studying how these results can be extended to software components consisting of graphs of spec-

i�cations and how functional and non-functional properties can be expressed in a type-theoretic

framework.

Signature matching and the classi�caton of speci�cations by the implementation relation help in

retrieving components from a library. After matching a given abstract problem speci�cation SP

with a speci�cation in the library, an implementation of SP can be automatically constructed from

the implementation found in the library. If the matching is correct then due to the composition

properties the new implementation is correct without requiring any further proof.

In [Henn 91] a formal method has been developed for integrating several module implementations

to a consistent con�guration of the whole system.
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4.2.2 Reuse of developments

For the reuse of development steps there are two main approaches. [Part 91] and [Baxt 90] use

meta-descriptions of transformations written in a �rst order language whereas [Cazi 91] take the

introduction and elemination rules of the lambda-typed lambda- calculus underlying DEVA. Baxter

studies the di�cult problem of pruning development histories in order to delete non-reusable steps.

Then the sequence of development steps is repaired by integrating socalled "maintenance deltas".

[Rose 91] uses the object oriented design language Telos for formally describing the design decisions

occurring in a development.

5 Support tools

Up to now only tools for the development of speci�cations have been implemented in the Spectrum

project.

The RAP&TIP system is an environment for prototyping hierarchical algebraic speci�cations;

moreover it includes an inductive theorem prover for equational formulas [Frau 91].

The ISAR system gives support for the correctness proof of behavioural implementations

[Baue 91]. The main technique is context induction which is performed with the help of TIP.

Components of RAP speci�cations can be designed interactively with the help of the Speci�ers

Notepad [Breu 90].
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