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Abstract

Structured programming, modular programming, information hiding, and abstraction are

all widely recognized and accepted areas of good programming design. Software reuse, however,

has just recently come under intense investigation as a software engineering discipline. Yet the

economics of the construction of large software systems warrant the recognition and study of

software reuse as a fundamental aspect of software engineering.
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1 Introduction

Fairleigh Dickinson University is o�ering, for the �rst time, a graduate course in Software Reuse in

the Spring 1992 semester. Our computer science department recognizes the importance of software

engineering, although individual faculty di�er in the material to be covered.

A course entitled Software Engineering is a core requirement of the graduate program and a

course called Software Techniques is an undergraduate requirements. Both of these courses include

top down design, modularity, veri�cation and testing, e�ciency considerations, user interfaces, and

documentation. In addition, the graduate course stresses the design of large systems, assigning

large projects for team programming.

As part of my research interests, I have taught a special topics course using Ada several times,

with a main focus on software engineering principles. Course work includes encapsulation, design

of packages, generics, object oriented design, and speci�cation, implementation, modi�cation, and

integration of library units.

I requested teaching a course in software reuse because many important issues are not covered or

not adequately covered in any of our present course work. Yet these issues are fundamental to the

control of the increased complexity of current and future software systems. Software factories that
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outsource and assemble software components may be the most cost e�ective method of constructing

large systems; present technology in the United States does not support such "manufacturing."

I am interested not only in the speci�cation, construction, and cataloging of reusable software

components, but in a methodology for putting such modules together and for testing these integrated

systems. It is time to introduce into the study of software engineering, standards for reuse technology

in general and the concepts of reuse architecture (i.e., domain speci�c software architecture or

canonical architecture) in particular.

2 Course Introduction

The course is designed as a one semester graduate level seminar, with student research and expe-

rience contributing strongly to the material covered in class. Many of our graduate students hold

responsible fulltime software positions; their strong working backgrounds have supplied supporting

material for numerous lectures.

Thus the initial lecture will focus upon student experiences. All of our students have some reuse

knowledge, although they may never have so identi�ed it.

From the days when Grace Hopper shared cosine routines written in octal, software functions

have been widely reused. Early applications were mathematical, with domains that were well

understood. Such functions were quickly added to libraries that were included with compilers. More

general subroutines were soon developed for broader purposes, but depending on the language, the

domain of the arguments, and the documentation, they were not quite so easily understood or

reused. How many students have written their own sort in C because they did not know how to

utilize C's quicksort?

All students have had experience with sorts and searches; some have seen list components

generalized with Ada's generic capability. Those students who have had exposure to Ada or object

oriented languages can discuss the advantages of encapsulation for reuse. Communication through

global data and through reference parameters are other familiar concepts that can be discussed

in a reuse framework. Such examples illustrate, in a small way, the importance of programming

environments.

Students probably all remember code written for one project that proved, perhaps partially,

appropriate for another. Some may have written code speci�cally with reuse in mind. What did

they place in the code to encourage reuse? What kind of documentation did they add? Did they

include the reason for any distinctive features [Bail 91] of the design?

How often have students rewritten code that they could not �nd, although they "knew they had

it somewhere?" Do they store and classify their work? How many times after they have written

code have they found that someone else had solved the same problem and in a better way?

Some of our Ada students use a language sensitive editor to generate code. MIS students use

CASE tools for their projects. They realize the role of tools in the generation of systems.

Many of our students have worked in the same application area for many years and have reused

their system design for multiple customers. The student that designs o�ce systems for doctors,

for example, will probably testify that the �rst system was completed at a loss; only the ability to

reuse it and customize it made the venture economically feasible.

All computer science students have some reuse experience. These will be collected and classi�ed.
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3 Course Material

After this introduction, we will be ready to formalize the course work. The textbook for the course

is Software Reusability, Biggersta� and Perlis, Volume I [Bigg 89]. Papers in Volume II will be

used in discussion of topics in Volume I. In addition, other papers will be made available to the

class. Each student will be required to be the expert on a di�erent paper that will supplement class

discussion on the papers of the textbook.

Discussion of the �rst three papers of the book [Bigg 87, Horo 84, Wegn 89] will be integrated.

I will provide an outline for discussion, but feel that all three of these papers are important and

complement each other in presentation of most of the issues.

The book is organized into sections of composition-based systems and generation-based systems,

although there is overlap in material. Standards are sought for unit and system composition that

achieve "pluggable" software components.

Programming design techniques [Parn 83], component classi�cation and search techniques [Prie 87]

and programming environments [Meye 87] are important and comparatively easy to understand. I

plan to assign only two of the papers [Gogu 89, Litv 84] that emphasize theory for class discussion,

although any of the others will be available for student presentation.

A particularly well written paper on generation-based systems [Neig 89] will have its discussion

on domain analysis directly preceded by others papers [Deut 89, Jett 89, Rice 89]. Several weeks

will be devoted to management issues such as quantitative results [Dure 91, Selb 89], since a reuse

course should be e�ective for FDU's MIS Master's program as well. I have not yet chosen all of the

papers that I consider important to the course, although the textbook contains enough for a strong

basis.

4 Expected Results

A seminar course in software reuse must address a wide range of current issues. The papers chosen

for discussion introduce most of these issues. The fact that so many overlap in material will aid

team discussion.

As a secondary goal, students might repeat presentations for faculty. I am hoping to inuence

the department to update the material in the required software engineering courses, to include some

of the basic concepts of software reuse.

Software reuse is perhaps the most cost e�ective methodology available for the development of

software. Reuse architecture shows promise in the handling of the complexity of large systems. If

the United States is to remain competitive in this �eld, faculty and students must become familiar

with the material.
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