CHAPTER 5

AOCE Templates

This chapter describes how to expand the capabilities of the AOCE Catalogs Extension to
the Finder. The AOCE Catalogs Extension (CE) allows users to use the Finder’s
iconographic interface to search through AOCE catalogs, examine records, and edit
records. You can provide extensions to the CE that make it possible for the Finder to
handle new types of records and attributes, to group record types in a new way, or to
present the content of records and record attributes in a new way. These extensions to the
AOCE Catalogs Extension are called AOCE templates.

This chapter describes the various types of AOCE templates, tells you how to write an
AOCE template, and defines the resource types that you use to create an AOCE
template. How you apply AOCE templates is up to you. Indeed, the entire point of
AOCE templates is to allow developers to extend the CE in ways that could not be
foreseen.

This chapter is intended for developers who are providing new record types or new
attribute types and who want to allow users to use the AOCE Catalogs Extension to the
Finder to view, create, or modify these records and attributes. The chapter is also for
anyone who wants to extend the capabilities of the CE in any other way. This chapter is
also required reading along with the chapter “Service Access Module Setup” in Inside
Macintosh: AOCE Service Access Modules for anyone writing a service access module
(SAM).

To use this chapter, you should be familiar with the structure of AOCE catalogs as
described in the introduction to the chapter “Catalog Manager” in this book. You also
must be familiar with Macintosh resources as described in the chapter on the Resource
Manager in Inside Macintosh: More Macintosh Toolbox. The sample code listings in this
chapter include code written for the Rez resource compiler.

This chapter first briefly describes the human interface of the AOCE Catalogs Extension
and the way in which AOCE templates work together to modify the CE. Next it
describes the use of each type of AOCE template in more detail. Finally, the chapter
presents the details of the implementation of AOCE templates, including definitions of
the various resource types you use to create AOCE templates.

Introduction to the AOCE Catalogs Extension
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AOCE catalogs, described in the chapter “Catalog Manager” in this book, contain
information arranged in a hierarchical structure similar to the Macintosh hierarchical file
system (HFS). At the root level of the hierarchy is the AOCE catalog itself. Each catalog
can contain any number of dNodes, and each dNode can contain dNodes and records,
which contain the data.

The Catalog Manager provides access to server-based AOCE catalogs, including those
implemented by Apple Computer, Inc.’s PowerShare servers and those implemented by
third parties through the CSAM interface. The Catalog Manager also provides access to
catalogs on the local Macintosh computer: personal catalog files and information cards
(individual records on disk).
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Catalogs are organized in a hierarchy of dNodes, much like Macintosh HFS folders. Each
dNode has a name, so that a particular location within the catalog can be specified by
listing the dNode names leading from the catalog through the hierarchy to the particular
dNode of interest. At the bottom of the hierarchy are records, just as Macintosh files are
at the bottom of the HFS hierarchy. Each record has a name and a type. The data within
records is organized into attributes, each of which can contain an arbitrary number of
values. Each attribute has a type, and each attribute value has a tag that indicates its
format. Attribute tags are of type OSType and are therefore 4 bytes long. Attribute
values are blocks of data up to 64 KB in size.

PowerShare catalogs and the CE also support stand-alone attributes. A stand-alone
attribute is a record that contains only one attribute, extracted from another record.
Although technically a record, the AOCE software treats a stand-alone attribute like an
attribute in most circumstances. For example, if a user drags a single mail address from a
User record and drops it in a personal catalog, the CE creates a stand-alone attribute
containing that address. When the user drops that stand-alone attribute onto another
User record, the AOCE software adds the address to the User record as an attribute.

The AOCE Catalogs Extension to the Finder places all PowerShare catalogs and CSAM
catalogs within an icon (the “Catalogs” icon) that must remain on the desktop like the
icon for a disk. To the user, each catalog within the Catalogs icon appears to be a folder,
and each dNode within the catalog appears to be a folder inside another folder. Figure
5-1 shows what a user’s desktop might look like with catalogs and dNodes open.

Figure 5-1 The AOCE Catalogs Extension in use
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From the user’s perspective, browsing the catalog system is very much like browsing the
Macintosh file system. Catalog dNodes look like file folders. They contain lists of
enclosed dNodes and records. Opening a dNode produces a new window showing the
contents of that dNode.

There are three major differences between browsing HFS directories and browsing
AOCE catalogs:

» The AOCE Catalogs Extension can display the contents of catalogs that contain many
more items than could be browsed in the file system. While file system browsing is
limited to hundreds of items, catalog dNodes can contain tens of thousands of items.

» Finder windows that display lists of AOCE catalogs, contents of catalogs, and
contents of dNodes include a column labeled “Kind,” just as Finder windows for HFS
folders include a “Kind” column. Whereas HFS windows differentiate such items as
application documents, application programs, and folders, AOCE windows
differentiate between PowerShare catalogs and CSAM catalogs, and among records of
various types. Unlike the file system, AOCE catalog items are grouped into categories
such as people, mail servers, and AppleShare. For example, the separate record types
for LaserWriters, ImageWriters, and ImageWriter LCs could be grouped into the
category “printers.” The user can use the View menu to select the categories to be
displayed (Figure 5-2).

s Whereas the Finder launches an application to display the contents of HFS files, the
AOCE Catalogs Extension itself can display and be used to edit the contents of
records.

Figure 5-2 View menu seen with the AOCE Catalogs Extension to the Finder
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When the user opens a record, the AOCE Catalogs Extension opens a window that lets
the user select any of a series of information pages. Each information page (sometimes
called an info-page) shows a portion of the contents of the record. The user moves to
different information pages by using a pop-up menu.

Depending on the type of record and the design of the information pages, the user might
be able to select various options such as different displays of the same data, perform
functions such as dialing the telephone, and edit certain fields of the information page or
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even create a new record. Figure 5-3 shows an information page for an address catalog.
Notice the pop-up menu and editable text fields.

Figure 5-3 Information page
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Any information page for a record can include a list of attribute values. The information
page template specifies which attribute types are included in the list. Because the list
includes a subset of the attribute types in the record and appears as a distinct portion of
the information page window, these lists are referred to as sublists. Each sublist entry
includes information from within the attribute value as specified by the template. After
opening an item in a sublist, the user is presented with a new information page window
displaying the contents of the opened attribute. Similarly, a dNode window can include
a sublist of records contained in the dNode. Figure 5-4 shows an information page with a
sublist, and Figure 5-5 shows the information page that appears when the user opens
one of the items in that sublist. (The information page in Figure 5-5 also appears when
the user opens a stand-alone attribute created by dragging the item from the sublist and
dropping it in a catalog or on the desktop.)

Figure 5-4 Information page with a sublist
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Figure 5-5 Information page for an item in a sublist
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You can extend the ability of the AOCE Catalogs Extension to display the contents of
records and attributes by providing AOCE templates.

Introduction to AOCE Templates

The AOCE Catalogs Extension to the Finder provided with the PowerTalk system
software can display a certain number of record types and attribute types. If you want to
provide users with the ability to work with other record types or attribute types, you can
extend the AOCE Catalogs Extension (CE) by writing AOCE templates.

Templates allow developers to extend the browsing capabilities of the system in several
ways: adding new types of visible records, defining the kind and category for a
particular record type or attribute type shown in a list, and extending the available
information pages for displaying the record or attribute contents to the user.

The data in a record is stored in data structures known as attributes. Each attribute can
contain any number of attribute values. Each attribute has a type, and each attribute
value has a tag that indicates its format. Attribute values can be up to 64 KB in size. The
at tri but e structure is defined in the chapter “AOCE Utilities” in this book.

There is not necessarily a one-to-one correspondence between attribute values and data
items of interest to a user. For example, the name and address of a person could be
stored as a single attribute value, as two attribute values (one containing the name and
one the address), or as several attribute values (one containing the first name, one the
last name, one the house number and street, one the state, and so forth). There are no
restrictions on the type of data that can be placed in attributes, and, except for a few
standard attribute types, there is no way for the CE to determine how to display or
interpret an attribute. For this reason, for each new record type or attribute type that you

Introduction to AOCE Templates 5-9
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add to a catalog, you must provide templates that tell the CE how to display the data
contained in records or attributes of that type.

To display the data contained in records, AOCE templates must do two things: parse
attribute values into the individual data items of interest to the user (referred to as
properties ) and specify how the Finder should display each property. For example, an
attribute value could contain three strings: a house number, a street name, and a city
name. To display each string as a separate item on the screen, you would provide two
AOCE templates: an aspect template and an information page template. The aspect
template would specify that the house number, street name, and city name each
constitutes a property, and the information page template would specify that each of
these items is to be displayed in an editable text box and would specify the size and
location of each text box in the information page.

Just as an information page template has an associated information page, an aspect
template has an associated aspect; a structure in memory that contains properties
provided by the aspect template. Each information page displays properties taken from a
single aspect. Note, however, that a given information page template need not use all of
the properties in an aspect, and any number of information page templates can use
properties from a single aspect.

Note

In the terminology of object-oriented programming, the information
page is the view / controller and the attribute value is the persistent
storage; the aspect template is the class for the aspect instance, and the
information page template is the class for the information page
instance. O

Figure 5-6 illustrates the relationships among records, aspect templates, aspects,
information page templates, and information pages. As the figure shows, the aspect
template processes the data in an attribute within a catalog record to create properties in
an aspect. The aspect template itself might also provide data for properties, as is the case
with the icon resources in the figure. The information page template specifies how the
properties are displayed on an information page. The information page template can
also provide such unchanging items as labels for text fields. Any editable item in the
information page can also be processed in the other direction by the templates to change
the data in the catalog record, as indicated by the bidirectional arrows in the figure.
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Figure 5-6 From a record to an information page
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There are five different types of AOCE templates:

An aspect template specifies an aspect that provides information about a record or
attribute of a particular type. Some of the information in an aspect is specified by the
aspect template itself and therefore applies to all records or attributes of the same
type. Examples of such information are the kind and category of an attribute or the
icon of a record. Other information in the aspect is extracted by the template from the
record, such as a string or number from the contents of an attribute value. Each aspect
includes a collection of items of various types, which are known as properties. The
aspect template includes instructions that tell the CE how to create properties from
attributes and attributes from properties. Some aspect templates also specify how new
records of a specific type are to be added to the containing dNode or how new
attributes of a specific type are to be added to the containing record.

Each aspect is independent of all other aspects, even aspects created from the same
attribute or record. Therefore, two developers can provide separate aspect templates
that act on the same attribute or record without causing any conflicts.

An information page template specifies how the Finder should display record or
attribute data. The information page template specifies which aspect to use to fill in
the fields of the information page and the graphic layout of the information page.

A forwarder template allows existing aspects and information pages to be used for
new types of records. Using forwarders, a single information page template can be
applied to several different record or attribute types.

Introduction to AOCE Templates 5-11
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» Killer templates allow developers to supersede existing templates. Killer templates
identify one or more templates by name and cause the CE to ignore those templates.
For example, if you want to override one of the built-in templates, you can provide a
killer template that disables the existing template and a replacement template that the
CE uses instead.

= In some applications of templates, all of the types of files that might contain templates
cannot be known ahead of time. File type templates allow you to extend the list of file
types that the CE searches for templates. All of the new files containing templates
must, however, reside in the System Extensions folder.

The aspect and information page templates specify how to divide a record or attribute
into properties and how to display and edit those properties through information pages.
Forwarder, killer, and file type templates, in contrast, are concerned with which
templates to use and where to find them.

Templates reside in the resource forks of files. The CE looks in several places for
templates:

» template files (as indicated by a file type of ' det f' ) in the System Extensions folder
» MSAM and CSAM files in the System Extensions folder
» additional files of the types specified by any file type templates

» the PowerTalk Extension file, also in the System Extensions folder, which includes all
the templates that are included as part of the PowerTalk software

Templates consist of a set of associated resources in the resource forks of these files. Each
template has a signature resource that indicates the type of template. The ID of the
signature resource is used to locate the other resources that make up the template. All
additional resources are at fixed offsets from this base ID.

All templates, regardless of type, include a signature resource and a name resource. Each
of the different types of templates also contain additional resources specific to that
template’s function. For example, an information page template includes the record and
attribute types that it applies to, plus the layout of the information page to be displayed;
a killer template includes a list of template names to be ignored.
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Aspect Templates

An aspect template creates an aspect, which is a collection of information about a
particular part of a record or an attribute. The information is divided into properties.
Each property is identified by a unique number and can be any one of the following

types:

Property type Description

String A string of text characters, stored internally as an RSt r i ng structure

Number A numerical value, stored internally as a long integer

Icon An icon suite; always stored within the aspect template as a set of
resources

Binary An uninterpreted block of bytes, which can be used to store arbitrarily

formatted data

Aspects serve two primary purposes:

» They provide unique identification for properties. Although within an aspect each
property is identified only by a number and the same number is likely to be used for
semantically different properties in different aspect templates, the combination of
aspect template name and property number should be unique. To ensure that your
aspect template has a unique name, you should start the template name with a
4-character application signature registered with Macintosh Developer Technical
Support.

s They allow efficient access to subsets of the data in a record or attribute. For an item to
appear in a sublist—such as a record in a dNode window or an attribute in a record
information page—the Catalogs Extension must have icon, kind, and category
information for that item. The CE takes this information from a single aspect. If you
place other information about the item in other aspect templates, the CE does not
create the other aspects for the item until they are needed, such as when an
information page is opened for the item. Not creating aspects until they are needed
saves time and memory. In addition, one aspect can often be used by more than one
information page.

Property values in aspects are derived from three sources:

» the aspect template itself
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» the record or attribute value

s the CE, which fetches related information not directly a part of an attribute (such as
the access mask)

Some properties provide unchanging information, such as a record’s kind or default
values for changeable information. The CE takes these properties from resources in the
aspect template itself by using the property number as an offset from the base ID of the
template. For example, a resource of type' rstr' (RStri ng) with anID of 1013 in a
template with a base ID of 1000 corresponds to a string property with property
number 13.

For properties that must be taken from a record or attribute, the aspect template includes
directions for dividing up attribute values to extract the properties. The aspect template
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can include a lookup table with instructions for parsing attribute values into properties
(“The Lookup-Table Resource” beginning on page 5-105), a code resource (“Code
Resources Reference” beginning on page 5-142), or both. The CE uses the same process
in reverse to revise or create attribute values in the record when the user edits a field in
an information page. The lookup-table mechanism for parsing attribute values should
allow you to create most of your aspect templates without writing any code. Aspect
template lookup tables (also referred to as patterns) provide a wide range of different
types of data structures that can be combined to handle almost any attribute format.

An aspect template can convert data from one type to another as it divides an attribute
value into properties and also when it takes the value of a property from a field on an
information page. For instance, an aspect template might convert a number in an
attribute to a string property to allow the user to edit it. The property-type system is
extensible, allowing the aspect template code resource to supply additional types and
perform the appropriate type conversions.

Each aspect template includes a specification of the types of records and attributes to
which the template applies. An aspect template can apply to a particular type of record
or to a particular type of attribute found either in any record type or only in specific
record types.

Information Page Templates

There is an information page template for each information page displayed to users. The
template specifies the physical layout of the information page and indicates what
properties are used to fill in each field (or view) in the information page.

For a list of possible view types, see “View Lists” on page 5-123.

Like aspect templates, information page templates apply only to a specified record or
attribute type.

Forwarder Templates

Forwarder templates allow a new record or attribute type to use existing aspect and
information page templates. A forwarder template includes a specification of the record
type and attribute type to which it applies, just as is the case with aspect and information
page templates. In addition, the forwarder template contains a list of aspect and
information page template names to be used with the specified record or attribute type.
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Killer Templates

Killer templates disable existing templates. A killer template consists of a list of names of
the templates to be disabled.

Killer templates do not change the affected template. They just render it inactive at the
time it would have been used.

You can use killer templates to disable any type of template except another killer
template.

File Type Templates

The CE looks for templates during system initialization and the first time the CE needs a
template after someone has called the kDETcndUnl oadTenpl at es callback routine
(page 5-208). The CE always looks for templates in files of type 'detf' ,' dsani, ' nsam ,
and ' csam ; and in files of type ' f ext' that have creator type ' adbk' . (See “File and
Resource Types Used by the Catalogs Extension” on page 5-73 for more information
about these file types.) File type templates specify additional file types in which the CE
looks for templates. The new files can also include file type templates. All of the new files
containing templates must reside in the System Extensions folder.

How Aspect and Information Page Templates Work

The most important function of AOCE templates is to provide users with new
information pages through which they can view and modify information contained
within the AOCE catalog system. To accomplish this, the Catalogs Extension starts with
a record or attribute and, following the instructions in aspect templates, creates aspects
of the record or attribute. Each aspect can contain information derived from a single
attribute, or—in the case of aspects derived from records—from several attributes.
Because each aspect is independent from other aspects of the same record or attribute,
you can create them without concern for what other developers might do. An aspect
contains one or more values, each of a specific type—a text string or a number, for
example. These values are referred to as properties. The CE then follows the instructions
in an information page template to use the properties to fill in one or more fields
(referred to as views) in the information page that is displayed to the user. Each
information page is associated with only one aspect, from whose properties values for all
of its views are taken.

soreidwa) 300V -

When the user changes a value in an information page and then closes the page, the CE
uses the same process in reverse to revise the attribute value in the record. If the record
does not already contain this attribute value, the CE creates a new one from the values in
the information page, following the instructions in the aspect template.
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Figure 5-7 shows the process of translating between a record and an aspect. The aspect
template uses lookup tables and code resources to parse the attribute data into
properties. The aspect template can also contain property resources that it uses to create
uneditable properties; in Figure 5-7 the icon property is created in this way.

Figure 5-7 Creating an aspect from a record
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Figure 5-8 shows how the information page template translates properties in an aspect
into views (fields) in an information page. The information page template includes one
or more view lists that describe the layout and type of each field in the information page
and that assign a property to each view. Note that not all the properties in the aspect
must be represented in a single information page.
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Figure 5-8
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Any number of aspect templates can extract data from the same record or attribute, and
the aspects they create can exist simultaneously without conflict. Because the properties
in a given aspect are identified only by number, the CE uses the combination of the
aspect’s name and the property number to identify a property uniquely. Therefore, it is
important that the name of an aspect be unique. When you create an aspect template,
you should give it a name that includes a description of its purpose plus your
application signature or other unique identifying string. The CE uses aspect names
solely for internal identification; the user never sees them.

An information page takes the properties for all of its views from a single aspect. Each
view specification in the information page template tells which property number is to be
used. The information page template itself includes the name of the aspect within which
these properties are found.

How Aspect and Information Page Templates Work
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Figure 5-9 shows a record with multiple aspects and information pages. Note that one
aspect can be used by more than one information page.

Figure 5-9 Multiple aspects and information pages

5-18

Information page

[ —

bept:[ ]
Catalog record Aspect f Phone number: [ ]
— Information page

I —

Company: [

Address: |:|
Mail stop: |:|
Zip code: |:|

JULIL

Information page

Aspect [ | —

] . —
| [ )| el —
L ]

O E—
|:| Zip code: |:|

When a record or attribute appears in a sublist—in a dNode window in the case of
records, or in an information page in the case of attributes—the CE takes the properties
needed to fill in the data for an item in the list from a special aspect known as the main
aspect. Whereas any aspect can contain information about the contents of a record or
attribute, only a main aspect contains information about the record or attribute itself: its
name, kind, category, and icon. In the case of records, this information usually consists of
unchangeable properties stored permanently in the main aspect template. In the case of
attributes, however, the main aspect template often retrieves the information from the
attribute. Thus, the information changes when someone edits the attribute value.

How Aspect and Information Page Templates Work
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There is a separate main aspect for each item in a sublist (note, however, that more than
one of these main aspects may be derived from the same aspect template). Figure 5-10
shows how main aspects for records are used to fill in the contents of a sublist in a

dNode window.

Figure 5-10 Main aspects for records
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Figure 5-11 shows how aspects and main aspects are used to fill in the contents of an
information page that contains a sublist. All of the properties for the views in the main
part of the information page come from a single aspect, the main view aspect. This
aspect also specifies whether there is a sublist in the information page and which
attribute types are to be included in the sublist. Each attribute in the sublist has its own
main aspect, which provides the information shown in the sublist for that attribute.

How Aspect and Information Page Templates Work 5-19
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Figure 5-11 shows two of the aspects used to fill in an information page: the main view
aspect and a main aspect for an item in the sublist. There is one aspect template for each
attribute type in the sublist, and a separate aspect template for the main view aspect.
Note that, whereas the properties in the aspect for the main part of the information page
can come from any number of attributes in the record, a main aspect (which describes a
single line in a sublist) derives its properties from a single attribute value.

Figure 5-11 Main aspects for attributes
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There must be a separate main aspect template for each type of record displayed in a
dNode window and for each type of attribute displayed in a sublist. The CE can use a

main aspect template to create main aspects for any number of items of the same type.

Figure 5-12 shows three records, two of type User and one of type Admin. The two
records of type User are processed by a single main aspect template to create a main

aspect for each record; the record of type Admin is processed by a separate main aspect

template to create its main aspect.

Figure 5-12 Main aspect templates for records
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Figure 5-13 shows how an information page with a sublist is created from one aspect
template and one or more main aspect templates. The aspect template creates an aspect
for the main part of the information page. Each attribute type has a separate main aspect
template; several attributes of the same type might be processed by the same main
aspect template. Each attribute in the sublist has its own main aspect.

Figure 5-13 Main aspect templates for attributes

Catalog record

)

0h My Macintosh

Aspect
template
|:| Information page
<: Untitled album
I
|:| Number of tracks:
Total playing time: Hours Min.
Main aspect Title Track Number
template |:| © Laser Love 1 1
|:| @ Company Song 2
|:| [©] oh My Macintesh 3 @
n C Open ) C ﬂdd...) (Hemoue)
Main aspect |:|
template
o) [ ] | &
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A main aspect can contain properties used by other information pages as well as the
information needed for a sublist. As shown in Figure 5-14, a typical use for this feature is
for a main aspect to contain all the properties for the information page that appears
when the user double-clicks an attribute in a sublist. Note that all of the views for a
single information page are described in a single information page template. Even the
position of the sublist and the layout of each line in the sublist are described in this
information page template. As shown in the figure, the information page that appears
when the user opens an attribute in the sublist requires its own information page
template.
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Figure 5-14

Providing an information page for an attribute in a sublist

Information page
template
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N—/

Information page
template

tape

T Information page

[©] oh My Macintosh

Comments:

In contrast to the situation shown in Figure 5-13 and Figure 5-14, a record shown in a

dNode window list typically has at least two aspect templates associated with it: a main
aspect template used to display information about the record in the dNode window plus
one or more aspect templates used to provide properties for the information pages that
are displayed when the user opens that record. Figure 5-15 illustrates this situation. Note

that you must provide both an aspect template and an information page template to

display the contents of the record, but you do not provide an information page template
for the dNode window.

Keeping the main aspect template and other aspect templates for a record separate

allows the Catalogs Extension to load into memory only the aspects that are needed at a
given time and makes it easier for developers and users to create new information pages
for an existing record type.
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Figure 5-15 Providing an information page for a record in a dNode window list
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A main aspect template for a record type specifies how new records of that type are to be
added to the containing dNode. Similarly, a main aspect template for an attribute type
specifies how new attributes of that type are to be added to the containing record.

Main aspect templates are described in “Aspect Template Signature Resource,” which
starts on page 5-88.

The process of filling in views in information pages from properties in aspects is fairly
straightforward. The information page template includes a property number for each
view that requires data from the aspect. The information page template includes
instructions for how to interpret the contents of the property—as a number, a text string,
and so forth—how to display it, and whether to allow the user to edit it. Information
page templates may display the same type of property in different ways depending on
the circumstances. For example, a number property is used in both checkboxes and
pop-up menus. In checkboxes, this property indicates whether the checkbox is selected
or not. In pop-up menus, it indicates which of the entries in the menu is currently
selected.

The process of filling in properties from records and records from properties is more
complex. The aspect template provides two mechanisms: lookup tables and code
resources. Lookup tables can translate a large variety of data structures without
requiring you to write any code. Code resources cover all data formats, including those
not handled by lookup tables. In addition, code resources can perform actions based on
the new data being written to the catalog system. For example, adding a new user record
might trigger an update of a personal gateway’s internal user list.
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Figure 5-16 Pattern-based attribute parsing

Pattern
( J (for record type Person,
attribute type General Info
Attribute (type General Info) type, property, extra
0000000466726564 “----fred” ‘rstr’, kNane, -
0000000373616D00 “----sam” . )
000022 rstr’, kManager, -
‘long’, kAge, -
Template
mechanism
Properties
kName
| fred |
kManager
| sam |
kAge
| 22 |
Lookup Tables

A lookup table contains a pattern that describes the contents of an attribute and
specifies into which property to store each part of the attribute value. In many cases, the
pattern is extremely simple. For instance, an attribute value might consist only of a
single string of type RSt r i ng or only of a single binary number. Other attribute value
formats may be more complex, combining multiple items in a single attribute value, or
requiring conditional evaluation of the contents. Figure 5-16 illustrates the basic process
of creating properties from attribute values.

Alookup table also works in reverse, revising the contents of attribute values when the
user enters new data in views in the information page. If an attribute value does not
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already exist, the lookup table creates a new attribute value from the data and puts it
into the record.

Figure 5-17 Conditional view

S[I=—————— Apple Computer Songs R

| General Info |
Full title: |Songs of Apple Cormputer, Incl
’ Artist: |anongmous |

Format: @) Ch () Cassette () Yiny

Comments :

Thiz is a great album!

S[I=———= Apple Computer Songs z'

[ General Info |
Full title: |Songs of Apple Cormputer, Incl
’ Artist: |an0ngmous |

Format: () Ch () Cassette (@) Vinyl

Speed: (133 (45 (@75

Comments:

This is a great album!

Conditional Views

The information page template includes one or more view lists; each view list describes
one or more views that can be displayed on the information page. Each view list is
associated with two property values. The views described by that view list are displayed
only if those property values are equal (or if either property equals KDETNoPr operty).
Therefore, you can control whether a particular view is displayed on the information
page by changing the values of properties in the aspect associated with the information
page. Views that are made to appear and disappear in this fashion are called conditional
views. Figure 5-17 illustrates the use of a conditional view. In this case, the radio buttons
that specify the playing speed of the album (33, 45, or 78 RPM) appear only when the
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user selects Vinyl as the format of the album. For more information on conditional views,
see Listing 5-14 on page 5-122 and “Implementing Conditional Views” beginning on
page 5-131.

Code Resources

Aspect templates can include code resources that allow developers to extend the
capabilities of the templates.

The Catalogs Extension calls your code resource when certain events occur that affect the
aspect with which the code resource is associated. Such events include user actions, such
as the user clicking a button in an information page or dropping a file on a catalog object,
and administrative events, such as initialization or a query as to whether a control
should be drawn as enabled. The code resource may call the CE to perform a variety of
services, such as returning information, converting one data type to another, or updating
an information page.

The routine selectors and parameters that the CE passes to your code resource are

described in “Functions You Can Provide as Part of Your Code Resource” beginning on
page 5-148. The CE-provided routines that your code resource can call are described in
“CE-Provided Functions That Your Code Resource Can Call” beginning on page 5-196.

How the Catalogs Extension Saves New Values

When the user closes an information page or makes another information page the active
one, the Catalogs Extension checks all of the visible views in the information page the
user just closed or left. If the user has changed any of the properties associated with
those views, the Catalogs Extension saves the new values.

For each property, the CE first calls the code resource for the aspect from which the
property came with the kDETcndVal i dat eSave routine selector (page 5-168). If your
code resource does not return an error for any of the changed properties, then for each of
these properties, the CE finds all of the lookup-table patterns that include that property.
The CE processes those lookup-table patterns to write attribute values. Any of the
lookup-table patterns can contain custom elements that you define; in that case, the CE
calls your code resource to process those elements.

soreidwa) 300V -

For a property to be saved, it must both be in a visible view and be marked as changed,
or it must be in a lookup-table pattern with another property for which those two
conditions are met.

If the user makes a change to a sublist value, the CE saves the change as soon as the user
leaves the item and clicks somewhere else on the screen. The CE uses the lookup-table
pattern in the main aspect for items of the type changed to process the change. The CE
does not call your KDETcndVal i dat eSave routine for changes in sublists.
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Property Value Synchronization

The Catalogs Extension checks a catalog system flag periodically to see if the data in the
catalog system has changed. If it has, the Catalogs Extension processes the lookup tables
of all the aspects for open information pages, recalculating all the properties derived
from the catalog system. The CE then updates the aspects and open information pages
accordingly. At the time the CE checks for changes, it calls the aspects’ code resources
with the kDETcrmdShoul dSync routine selector (page 5-185). If you have derived any
properties from data outside the catalog system or from records or attributes other than
the one to which your aspect applies and you have reason to believe their values have
changed, your code resource should tell the CE to update all the properties, which it will
then do whether data in the catalog system has changed or not.

When the CE updates all the property values in an aspect—either because data in the
catalog system has changed or because your code resource told it to—the CE calls your
code resource with the kDETcndDoSync routine selector (page 5-186). If your code
resource has supplied any of the property values, you should update your sublist items
and your other properties.

When the CE synchronizes a sublist, it first marks every item in the list as “unseen.” The
CE then reads in all the attribute values mentioned in the lookup tables and calls the
code resource’s KDETcndDoSync routine. The code resource should update any sublist
items that it supplied. For each attribute the CE processes that the lookup table lists as
for use in the sublist, the CE checks the type and creation ID of the item to see if it is
already in the sublist. If the item is in the sublist, the CE updates it and marks it as
“seen.” If it's not there, the CE creates a new item, adds it to the sublist, and marks it as
“seen.” After processing all such items, The CE removes from the sublist any items that
are still marked “unseen.”

Drags and Drops

The user can drag HFS and catalog objects—such as files, information cards, records, and
attributes—and drop them on records, attributes, or sublists. In each case, the Catalogs
Extension determines the most appropriate action based on the type of object dragged,
the type of object on which the item was dropped, and instructions in the aspect
templates of the dragged and destination objects (see note at end of this section).

For example, if the user drags an information card and drops it on a record in a catalog,
the CE checks every aspect template available that applies to that record for resources
that provide drop instructions. The CE then determines what to do (perhaps to add an
alias to the information card to the sublist of the record) and calls the code resource (if
any) in each aspect for the record. The code resource can take some other action, carry
out the action recommended by the CE, or take no action and return control to the CE.
See the descriptions of the KDETcndDr opQuer y (page 5-172) and

kDETcndDr opMeQuer y (page 5-170) routines for more information on how code
resources handle drags and drops.
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If the user drags more than one item onto a catalog object, the CE collects all of the
operations and executes them in batches—for instance, the CE might copy half the items
and use the other half to invoke custom operations in a destination code resource.

In addition, there may be more than one aspect in the destination that can accept a drop.
For example, a Group record includes an aspect that can add a user to the group and
another aspect that can mail an information card to a group. Each aspect includes a
string that the CE can present to the user to confirm the action.

The aspect template signature resource includes a drop-check Boolean value and a
drop-operation order number. If there is only one aspect that can handle the drop and
you specify dr opCheckAl ways as the Boolean value, the CE displays a dialog box to let
the user confirm the action. You must provide the prompt string for the dialog box in an
aspect template resource. If you specify dr opCheckConf | i ct s as the Boolean value,
the CE handles the drop without checking with the user. If there is more than one aspect
that can handle the drop, the CE displays a confirmation dialog box for the option
offered by the aspect that has the lowest drop-operation order number.

The resources that you must provide in an aspect template to support drags and drops
are described in “Supporting Drags and Drops” beginning on page 5-98.

How the Catalogs Extension decides which drop operation to perform

The process the Catalogs Extension goes through to decide which drop
operation is appropriate is fairly complex. First, the CE finds every
aspect that might accept the drop (that is, every aspect of the destination
object that has drag-in resources or a code resource). For each one, the
CE figures out what operation the aspect wants to perform by looking at
where the aspect is located (for example, whether to move an object or
copy it depends on whether the destination is on the same volume as the
original location), the access masks (can the CE delete the original, for
example?), the drag-in and drag-out resources in the aspects of the
source and destination containers, and the code resource (if any).

The CE calls the code resource in the aspect of the object being dropped
with the kDETcndDr opMeQuer y routine selector and then calls the code
resource of the destination aspect with the kDETcndDr opQuer y routine
selector. These routines can specify that a different action be performed
in response to the drop. In both bases, if the code resource does not
handle the request, the CE calls the code resource of the object’s
container (if the object is an attribute, its container is a record).
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At this point, the CE has a list of possible operations—one for each
possible destination. If the user has dragged several objects, the CE
repeats this process until it has such a list for each item being dropped.
Then the CE groups together all the items that share the same set of
possible operations. For each group for which there’s a choice of
possible operations, the CE selects the operation with the lowest
drop-operation order number and displays a dialog box asking the user
whether to perform the operation.
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The operation can be a move, a copy (also referred to as a drag), the
creation of an alias, or the sending of a property command to a code
resource. If the operation is a property command specified by the
destination’s code resource (in response to the KkDETcndDr opQuery
request), then the CE sends the property command to the destination’s
code resource. If the operation is a property command specified by the
dragged object’s code resource (in response to the

kDETcndDr opMeQuer y request), then the CE sends a property
command to that code resource. If the operation is a move, copy, or
creation of an alias, then the CE carries out the operation itself,
displaying status windows as appropriate. O
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This section provides some simple examples of source code for AOCE templates. The
templates shown here create a new record type that stores information about a user’s
collection of recording albums. A user can place these templates in the System Folder to
add a new record type and information pages to his or her personal catalog.

A set of AOCE templates includes a large number of resources of several different types.
To understand this section you must be familiar with the definitions and concepts
provided in the preceding sections of this chapter. In addition, the resource types used in
this section are all described fully in “AOCE Templates Reference” beginning on

page 5-73 and “Code Resources Reference” beginning on page 5-142; cross references to
the reference material are provided wherever practical. You will probably have to refer to
the reference material frequently while reading this section. Additionally, the AOCE
templates provide many features not illustrated by these examples; to learn about all
these features you will have to read the reference sections in detail.

Note

All of the resource examples in this chapter are written in the syntax of
the Rez resource compiler. All other code is written for the MPW C
compiler. O

Defining a New Record Type or Attribute Type

When you define a new record type or attribute type, you must provide a main aspect
for that record or attribute type. The main aspect includes a signature resource, a
resource that specifies the record or attribute type to which the main aspect applies, and
several other resources (for instance, icon resources, the text of help balloons, the text of
the New item in the Catalogs menu for records or the text of the Add item in the
new-attribute-item dialog box, and the name given to newly created records or the initial
value for new attributes). For a full list of the required and optional resources used only
by main aspect templates, see Table 5-4 on page 5-89. Additionally, main aspect
templates can contain any of the resources found in other aspect templates. For a full list
of resources that can be used by aspect templates, see Table 5-1 on page 5-78.
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Listing 5-1 shows a main aspect template for a new record type. Because Listing 5-1 is for
a main aspect template for a record, it includes only resources that are specific to the
main aspect. Separating the main aspect template from other aspect templates for a
record has certain advantages. This segregation of resources into main aspect templates
and other aspect templates allows the Catalogs Extension to load into memory only the
aspects that are needed at a given time and makes it easier for developers and users to

create new information pages for an existing record type.

Note

In order to ensure uniqueness of attribute and record types, this and
other code listings in this chapter use WAVE, the application signature
of the fictitious application SurfWriter, as the first part of all attribute
and record type names. O

Listing 5-1 Main aspect template

/1 File: Al bunmVai nAspect.r

#i ncl ude "Types.r"

#i ncl ude " OCETenpl at es. h"

#i ncl ude "OCE. r"

#defi ne KAl bunmivai nAspect kDETFi rst1D

/1 Aspect tenplate signature resource

resource 'deta' (KAl bumvai nAspect, purgeable) {

o, /! drop-operation order (not used in this aspect)
dr opCheckAl ways, /1 drop-check flag (not used in this aspect)
i sMai nAspect /1 is the main aspect

b
/1 Tenpl ate nane

resource 'rstr' (kA bumvhi nAspect + KDETTenpl at eNane, purgeable) {
"WAVE Al bum Mai n Aspect™” /1 start nane with application signature

b
/1 Record type to which this tenplate applies

resource 'rstr' (kA bumvai nAspect + kDETRecordType, purgeable) {
"WAVE Al bunt /1 start with application signature

b
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/1 Categories to which this record type bel ongs

resource 'rst# (kA bumvai nAspect + kDETAspect Cat egory, pur geabl e)
{{

"Recor di ngs"

s

/1l String to be displayed in the Catal ogs nenu

resource 'rstr' (kA bumvhi nAspect + kDETAspect NewMenuNane, purgeable) {
"New Al bunt

1
/1 Name given to new record of this type

resource 'rstr' (kA bumvhi nAspect + kDETAspect NewkntryNane, purgeable) ({
"untitled al bunt

b
/1 Record kind as shown in a subli st

resource 'rstr' (KAl bumvai nAspect + kDETAspectKi nd, purgeable) {
"al bunt

1
/1 Text for help balloons

resource 'rstr' (kA bumvhi nAspect + kDETAspectWhatls, purgeable) {
"Al buml n\ nA description of an album Open this icon to display information
about the al bum"

}s

resource 'rstr' (kA bumvai nAspect + kDETAspect Al i asWhatls, purgeable) {
“"Albumalias\n\nAn alias to a description of an album Qpen this alias to
di splay informati on about the al bum™

b
/'l 1cons

i ncl ude "Al bun cons" "I CN#' (0) as

"I CN#' (KAl bumvai nAspect + kDETAspect Mai nBi t nap, purgeabl e);
i ncl ude "Al bum cons" "icl4'(0) as

"icl4'" (kA bunvai nAspect + kDETAspect Mai nBi t map, purgeabl e);
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“Al bum cons" 'icl8' (0) as
cl 8 (kA bumvai nAspect + kDETAspect Mai nBi t nap, purgeabl e);
"Al bum cons" 'ics# (0) as
cs#' (kA bumvai nAspect + kDETAspect Mai nBi t nap, purgeable);
"Al bum cons" "ics4' (0) as
cs4' (kA bumvai nAspect + kDETAspect Mai nBi t map, purgeabl e);
"“Al bum cons" 'ics8' (0) as
cs8' (kA bumvai nAspect + kDETAspect Mai nBi t nap, purgeabl e);
"Al bum cons" 'SICN (0) as

"SI CN (KAl bunivai nAspect + kDETAspect Mai nBi t map, purgeabl e);

The main aspect in Listing 5-1 makes it possible for the user to create a new record of
type Album by choosing New Album from the Catalogs menu. A new record of this type
has the name “untitled album” until the user renames it. Records of this type are
displayed in the catalog window when the user chooses Recordings from the View
menu. Figure 5-18 shows a personal catalog window displaying records of type Album.
The icons displayed in this window are provided by the icon resources in the main
aspect.

Figure 5-18 Catalog window displaying the record type defined by Listing 5-1

E[I=——— Personal Catalog =——[11=
2 jterns (recordings)  &1.3 ME in disk 1Z.7 ME available
4] Marne Kind
E} Apple Computer Songs alburn ﬁ
E} Fawvorite Mozart piano m... alburn
E:l untitled alburm album | ]
o
] B

Defining the Contents of the New Record Type or Attribute Type

When you define a new record type or attribute type, you must define its contents and
provide a mapping between attributes and properties. In the case of a new attribute, you
would normally include this information in the main aspect template. In the case of a
record, however, you usually provide a separate aspect template to support each
information page.

Listing 5-2 shows an aspect template for the Album record type defined in Listing 5-1.
This aspect template defines several properties, provides a lookup table mapping
attributes to properties, and provides default values and help-balloon strings for each
property type. The lookup table maps a single attribute (" WAVE Al bum Gener al

I nf 0") into four properties (pr Arti st, prTi tl e, pr Comment s, and pr For mat ) and a
second attribute (“WAVE Album Cover”) into another property (pr Cover ). Note that
this mapping also works in reverse: The first time the user provides new values for the
properties and closes the information page, the Catalogs Extension creates the attributes
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and places them in the record. Lookup tables are described in “The Lookup-Table
Resource” beginning on page 5-105.

Listing 5-2 Defining properties for a record

/*
File: Al bumvai nAspect . r
*/
#i nclude "Types.r"
#i ncl ude "OCETenpl at es. h"
#i ncl ude "OCE. r"
#defi ne kAl bunist | nf oPageAspect kDETSecondl D

/1 Aspect tenplate signature resource

resource 'deta' (KkAl bumlstl| nfoPageAspect, purgeable) {

0, /1 drop-operation order (not used in this aspect)
dr opCheckAl ways, /1l drop-check flag (not used in this aspect)
not Mai nAspect /1 not the main aspect

1
/1 Tenpl ate nane

resource 'rstr' (KAl bumlst | nf oPageAspect + kDETTenpl at eNane, purgeabl e) {
"WAVE Al bum First Info Page Aspect" //start with application signature

1
/1 Record type to which this tenplate applies

resource 'rstr' (KAl bumlst | nf oPageAspect + kDETRecordType, purgeable) {
"WAVE Al bunt //start with application signature

}s

/1 Properties

#define prTitle kDETFi r st DevProperty

#define prArti st kDETFi r st DevProperty + 1
#def i ne pr Comment s kDETFi r st DevProperty + 2
#def i ne pr For mat kDETFi r st DevProperty + 3
#defi ne prCover kDETFi r st DevProperty + 4
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/1 Lookup table - nmaps attributes to properties

resource 'dett' (KAl bumlstl| nfoPageAspect + kDETAspect Lookup, purgeable) {

{
{"WAVE Al bum CGeneral Info"}, typeBinary,
useFor | nput, useForQutput, notlnSublist, isNotAlias, isNotRecordRef,

{
"rstr', prTitle, O;
"rstr', prArtist, O;
"rstr', prComrents, O;
"word', prFormat, O;
i

{"WAVE Al bum Cover"}, typeBinary,
useFor | nput, useForQutput, notlnSublist, isNotAlias, isNotRecordRef,

{ "rest', prCover , 0 };

b
/1 Default property val ues

resource 'rstr' (KAl bumlst| nfoPageAspect + prTitle) {
"<Put the albums full title here.>"

s

resource 'rstr' (KAl bumlst| nfoPageAspect + prArtist) {
"<Put the album s recording artist or group here.>"

b

resource 'rstr' (KAl bumlst | nf oPageAspect + prComrents) {
"<Put comments here. Did you like it? Wat's the best track?>"

}s

resource 'detn' (KAl bumlst| nfoPageAspect + prFormat) {
1

s

i ncl ude "Al bunl cons" 'detb' (0) as
"det b' (KAl bumlst | nf oPageAspect + pr Cover, purgeable);

/1 Text for help balloons for the properties

resource 'rst# (KAl bumlst | nf oPageAspect + kDETAspect Bal | oons, purgeabl e) {
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{

"The full title.”, "The full title. Uneditabl e because the record is
| ocked or access is restricted.",

"The artist or group.", "The artist or group. Uneditabl e because the
record is |ocked or access is restricted.",

"Comments.", Conments. Uneditabl e because the record is | ocked or
access is restricted.",

"Format.", "Format. Uneditable because the record is | ocked or

or access is restricted."

“Al bum s cover.", Al bum s cover. Uneditable because the record is | ocked
or access is restricted.”

}

To display the properties defined in Listing 5-2, you must provide an information page.

Laying Out an Information Page

Once you have defined a new record type or attribute type, or even if you just want to
display the contents of an existing record type or attribute type in a new way, you have
to provide one or more information page templates that tell the Catalogs Extension how
to display the information in the record or attribute.

Listing 5-3 provides an icon and title for the information page and lays out the way in
which the properties are displayed. The view list specifies the location and type of each
field used to display a property value. View lists are described in “View Lists” beginning
on page 5-123.

Listing 5-3 A simple information page

#defi ne kAl bum nf oPage KkDETThirdlD

resource 'deti' (kAl bum nfoPage, purgeable) {

1000, /1l sort order
{0, 0, 0, 0}, /1 rectangle to put sublist in
sel ect Fi r st Text, // select the first text

/1 field when info-page opens

{ /1 the header view |ist
kDETNoPr operty, kDETNoProperty, kAl buml nfoPage;

} )

{ /1 no subview view |ists
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‘rstr’

‘rstr’
| nf 0"

/1 and with the aspect

resource

"rstr’

"WAVE Al bunt

resource
"WAVE Al bum Fi r st

b

‘rstr'’

/1l View |ist

#def i
#def i
#def i
#def i

#def i
#def i
#def i
#def i

#def i
#def i
#def i
#def i
#def i
#def i
#def i
#def i
#def i

ne
ne
ne
ne

ne
ne
ne
ne

ne
ne
ne
ne
ne
ne
ne
ne
ne

kCover Top
kCover Left
kCover Bott om
kCover Ri ght

k1lst Col ummLeft
k1lst Col ummRi ght
k2ndCol ummLef t
k2ndCol umRi ght

kTitl eTop
kTitl eBottom
kArti st Top
kArti stBottom
kFor mat Top
kFor mat Bott om
kNunfor mat s
kCDRadi oLeft
kCDRadi oRi ght
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I nfo Page"

( kAl bum nf oPage + kDETRecor dType,

(kDETSubpagel conBott om + 8)

(kDETSubpagel conLeft
(kCover Top + 175)
(kCoverLeft + 175)

(kCover Ri ght + 4)
(klst Col umLeft + 65)
(klst Col ummRi ght + 4)

(kDETRecor dl nf oW ndW dt h -

(kCover Top)

(kTitl eTop + kDETAppFont Li neHei ght + 4)

(kTitl eBottom + 6)

(KArtistTop + kDETAppFont Li neHei ght + 4)

(kArtistBottom + 6)

(kFor mat Top + kDETAppFont Li neHei ght + 4)

(3)
(k2ndCol umLeft)
(kCDRadi oLeft + 35)

2)

(kA bum nf oPage + kDETTenpl at eNane, purgeable) ({
/1l start with application signature

(KAl bum nf oPage + kDETI nf oPageNane, purgeabl e) {

pur geabl e) {

( kAl bum nf oPage + kDETI nf oPageMai nVi ewAspect,
I nfo Page Aspect™

8)

pur geabl e) {
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#def i
#def i
#def i
#def i
#def i
#def i
#def i

resource 'detv'

{

kDETSubpagel conRect ,

ne
ne
ne
ne
ne
ne
ne
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kCassett eRadi oLeft
kCasset t eRadi oRi ght
kVi nyl Radi oLeft

kVi nyl Radi oRi ght
kComrent sTop

kComrent sLabel Bott om
kComrent sBott om

Bitmap { kDETLargel con };

{kTitleTop,
kDETNoFI ags,

klst Col umLeft,
kDETNoPr operty,

(kCDRadi oRi ght)

(kCassetteRadi oLeft + 60)

(kCassett eRadi oRi ght)

(k2ndCol umRi ght)

(kFor mat Bott om + 32)

(kConment sTop + kDETAppFont Li neHei ght + 4)
(kCover Bottom

(kA bum nf oPage, purgeable) {

kDETNoFl ags, kDETAspect Mai nBit map,

kTitl eBottom kilst Col utmRi ght},

Stati cText FronmVi ew { kDETAppl i cati onFont, KDETAppli cati onFont Si ze,

kDETRi ght, kDETBol d, "Full

title:" };

{kTitleTop - 2, k2ndCol umLeft, kTitleBottom- 2, k2ndCol umRi ght},
kDETEnabl ed, prTitle,
Edi t Text { kDETApplicati onFont, kDETApplicationFontSize, kDETLeft,

kDETNor mal };

{KArti st Top,
kDETNoFl ags,

klst Col umLeft, kArtistBottom kilstColumRight},
kDETNoPr operty,

StaticText FronmVi ew { kDETAppl i cati onFont, kDETApplicationFontSi ze,
kDETRi ght, kDETBold, "Artist:" };

{kArtistTop - 2, k2ndCol umLeft, kArtistBottom- 2, k2ndCol ummRi ght},
kDETEnabl ed, prArtist,
Edit Text { kDETApplicationFont, kDETApplicationFontSize, kDETLeft,

kDETNor mal };

{ kFor mat Top,
kDETNoFI ags,

klst Col umLeft, kFormatBottom klst ColumRi ght},
kDETNoPr operty,

StaticText FronVi ew { kDETAppl i cati onFont, kDETAppli cationFontSize,
kDETRi ght, kDETBold, "Format:" };
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{kFor mat Top, kCDRadi oLeft, kFormatBottom kCDRadioRi ght},

kDETEnabl ed, pr Format,
Radi oButton { kDETApplicationFont, kDETApplicationFontSize, kDETLeft,

kDETNormal , "CD', prFornmat, 1 };

{kFor mat Top, kCassetteRadi oLeft, kFornmatBottom kCassetteRadi oRi ght},

kDETEnabl ed, pr Fornat,
Radi oButton { kDETApplicati onFont, kDETApplicationFontSize, kDETLeft,

kDETNor nal , "Cassette", prFormat, 2 };

{kFor mat Top, kVi nyl Radi oLeft, kFormatBottom kVinyl Radi oRi ght},

kDETEnabl ed, pr Fornat,
Radi oButt on { kDETApplicationFont, kDETApplicationFontSize, kDETLeft,

kDETNormal , "Vinyl", prFormat, 3 };

{kConmment sTop, klstCol utmLeft, kComment sLabel Bottom kilst Col unmRi ght},

kDETNoFl ags, kDETNoProperty,
Stati cText FronVi ew { kDETAppl i cati onFont, KDETAppli cati onFontSi ze,
kDETRi ght, kDETBol d, "Conmments:" };

{kConmmrent sLabel Bott om ki1st Col utmLeft, kComentsBottom - 2,

k2ndCol umRi ght },
kDETEnabl ed + kDETMul tiLi ne, prComents,
Edit Text { kDETApplicationFont, kDETApplicationFontSize, kDETLeft,

kDETNor mal };

{ kCover Top, kCoverlLeft, kCoverBottom kCoverRight },
kDETNoFIl ags, pr Cover,

EditPicture { 8 };

}
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Figure 5-19 Simple information page

E[[=—"—"cam—= untitled album §—|

General Info

Full title: |<F'ut the alburn ‘s full title herl

Artist: |<F‘ut the album s recording arl

Format: @) Ch (_) Cassette () Winyl

Comments :

<Put cornments here. Did you like it?
‘what's the best track?>

Listing 5-3 together with Listing 5-2 on page 5-34 describe the information page shown
in Figure 5-19. The user can type information into the editable text fields and place a
figure in the editable picture field.

Adding a Conditional View

A conditional view is one that appears in an information page only if certain conditions
are met. For example, the Album information page shown in the preceding example
could display radio buttons that specify the speed of the album, but only if the user
selects the Vinyl radio button for album format (Figure 5-20).

Figure 5-20 Simple information page with a conditional view

5-40

untitied album §—|

General Info

I RS CHl| <Fut the album ‘s full title her

Artist: |<Put the album s recording arl

Format: ) cp i7) Cassette () vinyl

Speed: (83T (45 (7S

Comments:

<Put cornrments here. Did you like 12
What's the best track?>
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To implement the conditional view shown in Figure 5-20, make the following additions
to the templates:

= Add the property pr Vi nyl Speed to the list of properties.

#define prTitle kDETFi r st DevProperty

#define prArti st kDETFi r st DevProperty + 1
#defi ne prComments kDETFi r st DevProperty + 2
#def i ne pr For nat kDETFi r st DevProperty + 3
#defi ne prCover kDETFi r st DevProperty + 4
#defi ne prVinyl Speed kDETFi rst DevProperty + 5

= Add the pr Vi nyl Speed property to the lookup table.

resource 'dett' (KAl bunlstlnfoPageAspect + kDETAspect Lookup,
pur geabl e) {
{
{"WAVE Al bum CGeneral Info"}, typeBinary,
useFor | nput, useForQutput, notlnSublist, isNotAlias,
i sNot Recor dRef,

{
"rstr', prTitle, O;
"rstr', prArtist, O;
"rstr', prComrents, O;
"word', prFormat, O;
"word', prVinyl Speed, O;
b

{"Al bum Cover"}, typeBinary,
useFor | nput, useForQutput, notlnSublist, isNotAlias,
i sNot Recor dRef,
{ "rest', prCover , 0 };

b
= Add a default property value for the pr Vi nyl Speed property.

resource 'detn' (KAl bumvai nAspect + prVinyl Speed) ({
1

b
» Add help balloons.

resource 'rst# (KAl bumlst | nf oPageAspect + kDETAspect Bal | oons,
pur geabl e) {

{
"The full title.", "The full title. Uneditable because the

record is |ocked or access is restricted.",
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"The artist or group.", "The artist or group. Uneditable
because the record is | ocked or access is restricted. ",

"Comments.", Conments. Uneditabl e because the record is | ocked
or access is restricted.",

"Format.", "Format. Uneditable because the record is | ocked or
access is restricted."

“Al bum s cover.", Al bum s cover. Uneditable because the record

b

is | ocked or access is restricted."
"Record speed", Record speed. Uneditable because the record is
| ocked or access is restricted.”

}

» Add a line to the information page signature resource for a second view list. Each

view list has a corresponding line in the information page signature resource; each
line has two property numbers and a resource ID for the view list resource. The view
is displayed only if the values of the two properties are equal. In this case, the second
line requires that the property pr For mat must equal 3; that is, the value of the
property (KDETFi r st Const ant Property + 3)is the constant 3. Information page
signature resources are defined and described in “Information Page Template
Signature Resource” on page 5-121.

resource 'deti' (kA bum nfoPage, purgeable) {

1000,

{01 01 01 0}1
sel ect Fi r st Text,
{

kDETNoProperty, kDETNoProperty, kAl buml nfoPage;
pr Format, kDETFi rstConstant Property + 3, kAl bunl nfoPage + 1

» Add the definitions and view list for the conditional view. Notice that the conditional

view resource (' det v' ) includes the identification number for the conditional view,
kAl bum nf oPage + 1.

#defi ne kConditi onal Top (kFor mat Bott om + 4)
#defi ne kConditi onal Bottom (kCondi ti onal Top +

kDETAppFont Li neHei ght + 4)

#defi ne k33Radi oLeft (k2ndCol unmLef t)
#def i ne k33Radi oRi ght (kCDRadi oLeft + 35)
#def i ne k45Radi oLeft (k33Radi oRi ght)
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#def i ne k45Radi oRi ght (k45Radi oLeft + 35)
#defi ne k78Radi oLeft (k45Radi oRi ght)
#def i ne k78Radi oRi ght (k45Radi oRi ght + 35)

resource 'detv' (kAl bum nfoPage + 1, purgeable) {
{
{kCondi ti onal Top, kilstColumLeft, kConditi onal Bottom
klst Col umRi ght},
kDETNoFl ags, kDETNoProperty,
StaticText FromVi ew { kDETAppl i cati onFont,
kDETAppl i cati onFont Si ze, kDETRi ght, kDETBol d, "Speed:" };

{kCondi ti onal Top, k33Radi oLeft, kConditional Bottom
k33Radi oRi ght },
kDETEnabl ed, pr Vi nyl Speed,
Radi oButton { kDETApplicati onFont, kDETApplicati onFontSi ze,
kDETLeft, kDETNormal, "33", prVinyl Speed, 1 };

{kCondi ti onal Top, k45Radi oLeft, kConditional Bottom
k45Radi oRi ght}, kDETEnabl ed, pr Vi nyl Speed,
Radi oButton { kDETApplicationFont, kDETApplicationFontSi ze,
kDETLeft, kDETNormal, "45", prVinyl Speed, 2 };

{kCondi tional Top, k78Radi oLeft, kConditional Bottom
k78Radi oRi ght}, kDETEnabl ed, prVinyl Speed,
Radi oButton { kDETApplicationFont, kDETApplicationFontSi ze,
kDETLeft, kDETNormal, "78", prVinyl Speed, 3 };

b

For another example of a conditional view, see “Implementing Conditional Views”
beginning on page 5-131.

Adding an Information Page With a Sublist

Listing 5-4 shows the aspect and information page templates for a second information
page for the Album record. This information page (shown in Figure 5-21) provides
details about the tracks on the album, including a list of all the tracks. The list of tracks is
implemented as an information page sublist. Each item in the sublist is an attribute
value; each attribute value includes the title and track number of a track on the album.
For more information on sublists, see “Sublists” on page 5-136.
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Figure 5-21 Information page with a sublist
S[I=———— Apple Computer Songs s |

[ Track Info |

Number of tracks :
Total playing time :EHours Minutes Seconds
Title Track Numnber
Lazer''riter Love 1 ﬁ
ah Macintosh iy Macintosh 2
Apple Computer Company So... 3

<

Note that this template supports the dropping of an attribute into the sublist as a way to
add an item to the sublist. The aspect template signature resource, the

kDETAspect Dr agl nSt ri ng resource, and the KkDETAspect At t r Dr agl n resource all
support drops. See “Supporting Drags and Drops” beginning on page 5-98 for more
information about resources that support dragging and dropping objects on templates.

Listing 5-4 An information page with a sublist

#i ncl ude "Types.r"

#i ncl ude " OCETenpl at es. h"

#include "OCE. r"

/1 This is an aspect tenplate with this base resource ID.
#def i ne kAl bunndl nf oPageAspect kDETFourthl D

/1 Aspect tenplate signature resource

resource 'deta' (kAl bunmndl nf oPageAspect, purgeable) {

0, /1 drop-operation order
dr opCheckAl ways, /1 drop-check flag
not Mai nAspect /1 not the main aspect

b
/1 Tenpl ate nane

resource 'rstr' (kA bunndl nf oPageAspect + kDETTenpl at eNane, purgeable) {
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"WAVE Al bum Second I nfo Page Aspect”
b

/1 Associate this aspect tenplate with records of type Al bum

resource 'rstr' (kA bun2ndl nf oPageAspect + kDETRecordType, purgeable) {
"WAVE Al bunt

}s
/1 1cons

i ncl ude "Al bum cons" "I CN#' (0) as
"I CN#' (KAl bun2ndl nf oPageAspect + kDETAspect Mai nBit map, purgeabl e);

i ncl ude "Al bum cons" "icl4' (0) as
"icl4' (kA bun2ndl nf oPageAspect + kDETAspect Mai nBit map, purgeable);
i nclude "Al bunm cons” "icl 8 (0) as

"icl8 (kA bun2ndl nf oPageAspect + kDETAspect Mai nBit map, purgeabl e);

/1 Aspect properties - shared between aspect and info page(s)

#defi ne prTrackNunber kDETFi r st DevPr operty

#def i ne prNumfracks kDETFi r st DevProperty + 1
#defi ne prPl ayi ngTi neHour s kDETFi r st DevProperty + 2
#define prPlayi ngTi meM nutes KkDETFirstDevProperty + 3
#def i ne prPl ayi ngTi mneSeconds kDETFi rst DevProperty + 4

/1 Lookup table

/1 This | ookup table defines the format of attribute type

/1 WAVE Al bum Track Info. This attribute type is not displayed in a

/1 sublist and so does not require a main aspect.

/1 Attribute values of type WAVE Track are displayed in the sublist.

/1 The fornmat of attribute type WAVE Track is defined in the mai n aspect
/1 shown in Listing 5-5 on page 5-52.

resource 'dett' (KAl bunmndl nf oPageAspect + kDETAspect Lookup, purgeable) {

{
{"WAVE Al bum Track Info"}, typeBinary,
useFor | nput, useForQutput, notlnSublist, isNotAlias, isNotRecordRef,
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{
"word', prNumfracks, O;
"long', prPlayingTineHours, O;
"long', prPlayingTi reM nutes, O;
"long', prPlayingTi neSeconds, O;
1

{"WAVE Track"}, typeBinary,
not For | nput, not For Qut put, uselnSublist, isNotAlias, isNotRecordRef,

{}:
b

/1 Drag and drop information (see
/1 “Supporting Drags and Drops” begi nning on page 5-98)

/1 Pronpt string for drag-in dialog box
resource 'rstr' (kA bun2ndl nf oPageAspect + kDETAspect Dragl nStri ng,
pur geabl e) {
"Do you want to add ¥8% "3”"% he selected items%to the track address |i st
of *Ox/the/* A1 “~2"?"

}s

/1 Attributes can be dragged from any kind of record (""); attributes of

/1 type WAVE Track can be dragged into this record; and the new copy of the
/1l attribute will be of type WAVE Track.

resource 'rst# (kA bunm2ndl nf oPageAspect + kDETAspect AttrDragln, purgeable) {

{
"', "WAVE Track", "WAVE Track"

}

/1 Sublist sorting information

/1 Property names in this resource appear in the View nmenu, and property
/1 nunbers tell the CE what to sort by. Positive property nunber is
/1 al phanuneric sort; negative nunber is nuneric sort.

resource 'detm (KAl bunndl nf oPageAspect + kDETAspect Vi ewenu, purgeable) {
kAl bun2ndl nf oPageAspect + kDETAspect Vi ewivenu,

{
kDETAspect Nane, "by Title";
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-pr TrackNunber, "by Track Number";

}
b

/1l Properties in this resource are sorted in reverse order

resource 'detp' (KAl bun2ndl nf oPageAspect + kDETAspect ReverseSort, purgeable)

{
{
pr Tr ackNumber
}

1

/1 Text for help balloons for the properties

resource 'rst# (KAl bunndl nf oPageAspect + kDETAspect Bal | oons, purgeabl e) {
{
"The nunber of tracks on the album", The nunber of tracks on the al bum
Unedi t abl e because the record is | ocked or access is restricted.",
"The nunber of hours of nusic on the album?™, "The nunber of hours of
nmusi ¢ on the al bum Uneditabl e because the record is | ocked or access
is restricted.",
"The nunber of minutes of nusic on the album?™, "The nunber of m nutes of
nmusi ¢ on the al bum Uneditabl e because the record is | ocked or access
is restricted.",
"The nunber of seconds of nusic on the album™, "The nunber of seconds of
nmusi ¢ on the al bum Uneditabl e because the record is | ocked or access
is restricted.",

/1 Al bum information page

#def i ne kAl bunndl nf oPage kDETFi fthl D

#define kTitl eTop (85)

#define kTitl eBottom (kTitleTop + 12)

#defi ne kSublistTop (kTitl eBottom + 2)

#def i ne kSubli stBottom (kDETRecor dl nf oW ndHei ght - 40)
#def i ne kSubli stLeft (12)
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#def i ne kSubli st Ri ght (kDETRecor dl nf oW ndWdth - 12)
/1 Information page tenpl ate signature resource

resource 'deti' (kA bun2ndl nf oPage, purgeable) {
2000,
{kSubl i st Top, kSublistLeft, kSublistBottom kSublistRight},
sel ect Fi r st Text,

/1 Viewlist for main viewis identified by the follow ng |ine.

{
kDETNoPr operty, kDETNoProperty, kAl bun2ndl nf oPage;

}1
/1 Viewlist for sublist is identified by this |ine.
{
kDETNoProperty, kDETNoProperty, kAl bun2ndl nf oPage + 1;
}

resource 'rstr' (KAl bun2ndl nf oPage + kDETTenpl at eNane, purgeable) {
"WAVE Al bum 2nd I nfo Page"

b

resource 'rstr' (KAl bunm2ndl nf oPage + kDETI nf oPageNanme, purgeable) {
"Track I nfo"

}s

/1 Associate this informati on page with records of type WAVE Al bum
/1 and with this aspect tenplate.

resource 'rstr' (kA bun2ndl nfoPage + kDETRecor dType, purgeable) {
"WAVE Al bunf

resource 'rstr' (kA bun2ndl nf oPage + kDETI nf oPageMai nVi ewAspect, purgeable) {
"WAVE Al bum Second | nfo Page Aspect"”

b

/1 Viewlist - what you see in this information page

#defi ne kMyFi rst Col utmLeft (55)
#defi ne kKMyFi rst Col umRi ght (kMyFi rst Col uimLeft + 120)
#def i ne KEditText Wdth (23)
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#def i
#def i
#def |
#def i
#def i
#def |

#def i
#def i
#def i
#def i
#def i

#def i
#def i
#def i
#def i
#def i
#def i
#def i
#def i

#def i
#def i
#def i
#def i
#def i

#def i
#def i
#def i
#def i

resource

{

kDETSubpagel conRect ,

ne
ne
ne
ne
ne
ne
ne

ne
ne
ne
ne
ne

ne
ne
ne
ne
ne
ne
ne
ne

ne
ne
ne
ne
ne

ne
ne
ne
ne
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kSpaceBef or eEdi t Desc
kNuntdi t Col utms
kMyEdi t Col utmW dt h
klst Edi t Col umLeft
k2ndEdi t Col utmLeft
k3r dEdi t Col utmLeft
k4t hEdi t Col umlLeft

kNumirracksTop

kNuniTr acksBot t om

kPl ayi ngTi meTop

kPl ayi ngTi meBott om
k2ndCol umRi ght | nset

kBut t onTop
kButt onBott om
kOpenLef t
kOpenRi ght
kAddLef t
kAddRi ght
kRemoveleft
kRenmoveRi ght

kl conLef t
kNameLef t
kTrackNumber Lef t
kPref Left

kPref Ri ght

kl conEntryTop

kl conEnt ryBott om
kEntryTop
kEntryBott om

(25)

(3)

(70)

(kKMyFi r st Col umRi ght + 2)

(k1st Edit Col umLeft + kMyEdit Col unmW dt h)
(k2ndEdi t Col ummLeft + kMyEdit Col umW dt h)
(k3rdEdi t Col umLeft + kMyEdit Col ummW dt h)

(40)

(KNumTr acksTop + kDETAppFontLi neHei ght + 4)
(KNumflracksBottom + 4)

(kPl ayi ngTi neTop + KDETAppFont Li neHei ght + 4)
(kDETRecor dl nf oW ndW dth - 10)

(kSubli st Bottom + 15)
(kButtonTop + 16)

62

112

208

258

270

320

22

162
285
305

"detv' (KAl bun2ndl nf oPage, purgeable) {

Bitmap { kDETLargelcon };

{kNumrracksTop,

kMyFi r st Col umRi ght },

kDETNoFI ags,

kDETNoFl ags, kDETAspect Mai nBi t map,

kKMyFi rst Col umLeft, kNunTracksBottom

kDETNoPr operty,

StaticText FronVi ew { kDETAppl i cati onFont, kDETApplicationFontSize,
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kDETRi ght, kDETBol d, "Nunber of tracks:" };

{kNunirr acksTop - 2, ki1stEditCol umLeft, kNunilracksBottom - 2,
klst Edi t Col ummLeft + kEdit Text Wdth},
kDETEnabl ed + kDETNureri cOnly, prNumfracks,
Edit Text { kDETApplicationFont, kDETApplicationFontSize, kDETLeft,
kDETNor mal };

{kPI ayi ngTi meTop, kMFirstColummLeft, kPl ayingTi meBottom
kMyFi r st Col umRi ght },
kDETNoFl ags, kDETNoProperty,
Stati cText FronVi ew { kDETAppl i cati onFont, KkDETAppli cati onFont Si ze,
kDETRi ght, kDETBold, "Total playing tine:" };

{kPI ayi ngTi meTop - 2, klstEditColummLeft, kPl ayingTi meBottom - 2,
klst Edi t Col ummLeft + kEdit Text Wdt h},
kDETEnabl ed + kDETNureri cOnly, prPl ayi ngTi neHours,
Edit Text { kDETApplicationFont, kDETApplicationFontSize, kDETLeft,
kDETNor mal };

{kPI ayi ngTi meTop, klstEditCol umLeft + kSpaceBef oreEdit Desc,
kPl ayi ngTi neBott om k2ndEdi t Col utmLeft},
kDETNoFl ags, kDETNoProperty,
Stati cText FronVi ew { kDETAppl i cati onFont, KDETAppli cati onFontSi ze,
kDETLeft, kDETNormal, "Hours" };

{kPI ayi ngTi meTop - 2, k2ndEdit Col umLeft, kPl ayingTi meBottom - 2,
k2ndEdi t Col ummLeft + kEdit Text Wdt h},
kDETEnabl ed + kDETNurericOnly, prPl ayi ngTi neM nut es,
Edit Text { kDETApplicationFont, kDETApplicationFontSize, kDETLeft,
kDETNor mal };

{kPI ayi ngTi meTop, k2ndEdi t Col unmmLeft + kSpaceBef or eEdit Desc,
kPl ayi ngTi neBott om k3rdEdit Col utmLeft},
kDETNoFl ags, kDETNoProperty,
Stati cText FronVi ew { kDETAppl i cati onFont, KkDETAppli cati onFont Si ze,
kDETLeft, kDETNormal, "M nutes" };

{kPI ayi ngTi meTop - 2, k3rdEditCol umLeft, kPl ayingTi mreBottom - 2,
k3r dEdi t Col ummLeft + kEdit Text Wdt h},
kDETEnabl ed + kDETNureri cOnly, prPl ayi ngTi neSeconds,
Edit Text { kDETApplicationFont, kDETApplicationFontSize, kDETLeft,
kDETNor mal };
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{kPI ayi ngTi meTop, k3rdEditColumLeft + kSpaceBef oreEdit Desc,

kPl ayi ngTi mreBott om k4t hEdi t Col ummLeft},
kDETNoFl ags, kDETNoProperty,

StaticText FronmVi ew { kDETAppl i cati onFont, kDETApplicati onFontSi ze,

kDETLeft, kDETNormal, "Seconds" };

{kSublistTop - 1, kSublistLeft - 1, kSublistBottom+ 1,

kSubl i stRi ght + 1},
kDETNoFl ags, kDETNoProperty,
Box { kDETUnused };

{kTitl eTop, kSublistLeft + kNaneLeft, kTitleBottom

kSublistLeft + kTrackNumberLeft - 2},
kDETNoFl ags, kDETAspect Nane,
St ati cCommandText FronVi ew { kDETDef aul t Font ,

kDETDef aul t Font Si ze,

kDETLeft, kDETUnderline, "Title", kDETChangeVi ewCommand, - 1};

{kTitl eTop, kSublistLeft + kTrackNunberLeft, KTi
kSublistLeft + kPreflLeft - 2},
kDETNoFl ags, pr TrackNumber,

St ati cCommandText FronVi ew { kDETDef aul t Font ,

tl eBottom

kDETDef aul t Font Si ze,

kDETLeft, kDETNornal, "Track Number", kDETChangeVi ewCommand, - 2 };

{kButtonTop, kOpenLeft, kButtonBottom kOpenRight},

kDETNoFl ags, kDETOpenSel ect edl t ens,
Button { kDETApplicationFont, 10, kDETCenter,
kDETOpenSel ect edl tens };

kDETNor mal , " COpen",

{kButtonTop, kAddLeft, kButtonBottom kAddRi ght},

kDETNoFl ags, kDETAddNew t em
Button { kDETApplicationFont, 10, kDETCenter,
kDETAddNew t em };

kDETNor mal , "Add..",

{kButtonTop, kRenovelLeft, kButtonBottom kRenoveRi ght},

kDETNoFl ags, kDETRenpbveSel ect edl t ens,
Button { kDETApplicationFont, 10, kDETCenter,
kDETRenoveSel ectedltens };

}s

/Il View list for sublist
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resource 'detv' (kA bun2ndl nfoPage + 1, purgeable) {
{
{klconEntryTop, klconLeft, klconEntryBottom kNaneLeft-4},
kDETHI | i ght | f Sel ect ed, kDETAspect Mai nBi t map,
Bitmap { kDETM nilcon };

{kEntryTop, kNaneLeft, kEntryBottom KkTrackNunberlLeft - 2},
kDETHi | i ght|f Sel ected + kKDETDynam cSi ze, kDETAspect Nane,
Edit Text { kDETDef aul t Font, kDETDef aul t Font Si ze, kDETLeft,
kDETNor mal };

{kEntryTop, kTrackNunberlLeft, kEntryBottom kPreflLeft - 2},
kDETHi | i ght | f Sel ect ed + kDETDynani cSi ze, pr TrackNunber,
Edi t Text { kDETDef aul t Font, KkDETDef aul t Font Si ze, kDETLeft,
kDETNor mal };

Writing a Main Aspect and Information Page for an Attribute

The information page in Listing 5-4 on page 5-44 allows a user to add a new attribute of
type Track. To make this possible, you have to provide a main aspect for attributes of
that type. To let the user see the contents of the attribute, you need to provide an
information page (see Figure 5-5 on page 5-9). Listing 5-5 shows the main aspect
template and information page template for attributes of type Track. Because this is an
attribute, the main aspect template contains all the properties needed by the information
page in addition to the resources required for a main aspect template.

Listing 5-5 Attribute main aspect and information page

#i ncl ude "Types.r"

#i ncl ude " OCETenpl at es. h"
#i nclude "OCE. r"

#i ncl ude "Track. h"

#def i ne kDETSi xt hl D (1000 + 5 * KDETI DSep)
#defi ne kTrackAspect (KDETSI xt hl D + kDETI DSep)
#def i ne kTrackl nfoPage (kDETSixthlD + (2 * kDETI DSep))

/1 The aspect tenplate

resource 'deta’ (kTrackAspect, purgeable) {
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0, /1 drop-operation order
dr opCheckAl ways, // drop-check flag
i sMai nAspect /1 is the main aspect

}s

resource 'rstr' (kTrackAspect + kDETTenpl at eNanme, purgeable) {
"WAVE Track Aspect™

resource 'rstr' (kTrackAspect + kDETAttributeType, purgeable) {
"WAVE Track"

b

resource 'rstr' (kTrackAspect + kDETAspectKi nd, purgeable) {
"Track"

}s

resource 'rstr' (kTrackAspect + kDETAspectWatls, purgeable) {
"Track\n\nA track on an al bum"

b

resource 'rst# (kTrackAspect + kDETAspect Category, purgeable)
{{
"Recor di ngs"
1}

resource 'rstr' (kTrackAspect + kDETAspect NewMenuNane, purgeable) {
“New Track"

b

#def i ne pr TrackNunber kDETFi r st DevProperty

#defi ne prTrackM nut es (KDETFi rst DevProperty + 1)

#defi ne prTrackSeconds (kDETFi r st DevProperty + 2)

#def i ne prTrackConposer (kDETFi r st DevProperty + 3)

#defi ne prTrackConment s (KDETFi rst DevProperty + 4)

/1 Default values for a newy created attribute

data 'detb' (kTrackAspect + kDETAspect Newval ue, purgeable) {

$"626E 7279" /1 tag (bnry)

$" 0000 00O1" /1 prTrackNunber (1)
$" 0000 0000" /1 prTrackM nutes (1)
$" 0000 0000" /1 prTrackSeconds (1)
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$" 0000 0007 3Cr4 6974 6C65 3E" /1 KkDETAspect Name (<title>)
$" 0000 O0OA 3C63 6F6D 706F 7365 723E" // conposer (<conposer>)
$" 0000 O0OA 3C63 6F6D 6D65 6E74 733E" // comments (<conments>)

1
/1 Lookup table

resource 'dett' (kTrackAspect + kDETAspectLookup, purgeable) {
{
{"WAVE Track"}, typeBinary,
useFor | nput, useForQutput, notlnSublist, isNotAlias, isNotRecordRef,
{
"long', prTrackNunber, O;
"long', prTrackM nutes, O;
"long', prTrackSeconds, O;
"rstr', kDETAspect Nane, O;
"rstr', prTrackComposer, O;
"rstr', prTrackComents, O

1
}

i

/1 1cons

i ncl ude "Tracklcons” "I CN#' (0) as 'ICN# (kTrackAspect + kDETAspect Mai nBit map,
pur geabl e) ;

i nclude "Tracklcons" "icl4' (0) as 'icl4' (kTrackAspect + kDETAspect Mai nBit map
pur geabl e) ;

i nclude "Tracklcons" "icl8 (0) as 'icl8' (kTrackAspect + kDETAspect Mai nBit nap,
pur geabl e) ;

i ncl ude "Tracklcons” "ics# (0) as 'ics# (kTrackAspect + kDETAspect Mai nBit map,
pur geabl e) ;

i nclude "Tracklcons" "ics4' (0) as 'ics4' (kTrackAspect + kDETAspect Mai nBit map
pur geabl e) ;

i nclude "Tracklcons" "ics8 (0) as 'ics8' (kTrackAspect + kDETAspect Mai nBit nap,
pur geabl e) ;

i ncl ude "Tracklcons” 'SICN (0) as 'SICN (kTrackAspect + kDETAspect Mai nBit map,
pur geabl e) ;

e e L EEE T

/1 Information page

#def i ne kTrackNunber Top (50)

5-54 Writing AOCE Templates



CHAPTER 5

AOCE Templates
#def i ne kTrackNunber Bottom (kTrackNurmber Top + kDETAppFont Li neHei ght
+ 4)
#define kTrackPl ayi ngTi meTop (kTrackNunber Bott om + 4)

#def i ne kTrackPl ayi ngTi meBottom (kTrackPl ayi ngTi meTop +
kDETAppFont Li neHei ght + 4)
#defi ne kTrackConposer Top (kTrackPl ayi ngTi neBott om + 4)
#def i ne kTrackConposer Bottom (kTrackConposer Top +
kDETAppFont Li neHei ght + 4 +
kDETAppFont Li neHei ght + 4 +
kDETAppFont Li neHei ght + 4)
#defi ne kTrackComent sTop (kTrackConposerBottom + 4)
#def i ne kTrackConment sBottom (kTrackComent sTop +
kDETAppFont Li neHei ght + 4
kDETAppFont Li neHei ght + 4
kDETAppFont Li neHei ght + 4
kDETAppFont Li neHei ght + 4
kDETAppFont Li neHei ght + 4)

+ 4+ + +

#def i ne kTrackEdit Text Wdth (23)

#defi ne kTrackSpaceBef or eEdi t Desc( 25)

#define kTracklst Col ummLeft (4)

#defi ne kTracklst Col unmRi ght (KDETAttri butelnfowndWdth / 2 - 20)
#defi ne kTrack2ndCol unmLeft (kTracklst Col umRi ght + 4)

#defi ne kTrack2ndCol umRi ght (kDETAttri but el nfoWndWdth - 8)

#def i ne kTrackSecondsCol utmmLeft (kTrack2ndCol ummLeft +
kTr ackSpaceBef or eEdi t Desc + 40)

resource 'deti' (kTracklnfoPage, purgeable) {
1000,
{o, 0, 0, 0},
sel ect Fi r st Text,
{
kDETNoPr operty, kDETNoProperty, kTrackl nfoPage;
1
{
}
1

resource 'rstr' (kTrackl nfoPage + kDETTenpl at eNane, purgeable) {
"WAVE Track Info Page"

s

resource 'rstr' (kTracklnfoPage + kDETAttri buteType, purgeable) {
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"WAVE Track"
b

resource 'rstr' (kTracklnfoPage + KDETI nf oPageNane, purgeable) ({
"Track Info"

b

resource 'rstr' (kTrackl nfoPage + KDETI nf oPageMai nVi ewAspect, purgeabl e)
"WAVE Track Aspect”

}s
/1l Viewlist

resource 'detv' (kTracklnfoPage, purgeable) {
{
kDETSubpagel conRect, kDETNoFl ags, kDETAspect Mai nBit map,
Bitmap { kDETLargelcon };

{kTrackNunber Top, kTracklst Col utmLeft, kTrackNumber Bottom
kTracklst Col ummRi ght },
kDETNoFl ags, kDETNoProperty,
StaticText FronVi ew { kDETAppl i cati onFont, kDETAppli cationFontSize,
kDETRi ght, kDETBol d, "Track Nunber:" };

{kTrackNunber Top - 2, kTrack2ndCol unmLeft, kTrackNunberBottom - 2,
kTrack2ndCol unmLeft + kTrackEdit Text W dt h},
kDETEnabl ed + kDETNunericOnly, prTrackNumber,
Edit Text { kDETApplicationFont, kDETApplicationFontSize, kDETLeft,
kDETNor mal };

{kTrackPl ayi ngTi meTop, kTracklst Col uimLeft, kTrackPl ayi ngTi neBottom
kTracklst Col unmmRi ght },
kDETNoFl ags, kDETNoProperty,
StaticText FronVi ew { kDETAppl i cati onFont, kDETAppli cationFontSize,
kDETRi ght, kDETBold, "Playing Tine:" };

{kTrackPl ayi ngTi meTop - 2, kTrack2ndCol umLeft,
kTrackPl ayi ngTi neBottom - 2,
kTrack2ndCol ummLeft + kTrackEdit Text W dt h},
kDETEnabl ed + kDETNunericOnly, prTrackM nutes,
Edi t Text { kDETApplicati onFont, kDETApplicationFontSize, kDETLeft,
kDETNor mal };
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{kTrackPl ayi ngTi meTop, kTrack2ndCol utmLeft + kTrackSpaceBef oreEdit Desc,
kTrackPl ayi ngTi neBottom kTrackSecondsCol ummLeft},
kDETNoFl ags, kDETNoProperty,
StaticText FronVi ew { kDETAppl i cati onFont, kDETAppli cationFontSize,
kDETLeft, kDETNormal, "M ns" };

{kTrackPl ayi ngTi meTop - 2, kTrackSecondsCol umLeft,
kTrackPl ayi ngTi neBottom - 2, kTrackSecondsCol ummLeft +
kTrackEdi t Text W dt h},
kDETEnabl ed + kDETNunericOnly, prTrackSeconds,
Edi t Text { kDETApplicati onFont, kDETApplicationFontSize, kDETLeft,

kDETNor mal };

{kTrackPl ayi ngTi neTop, kTrackSecondsCol utmLeft +
kTr ackSpaceBef or eEdi t Desc, kTrackPl ayi ngTi neBott om
kTrack2ndCol ummRi ght },
kDETNoFl ags, kDETNoProperty,
Stati cText FronVi ew { kDETAppl i cati onFont, KDETAppli cati onFontSi ze,
kDETLeft, kDETNormal,"Secs" };

{kTrackConposer Top, kTracklstCol umLeft, kTrackConposerBottom
kTracklst Col ummRi ght },
kDETNoFl ags, kDETNoProperty,
Stati cText FronVi ew { kDETAppl i cati onFont, KDETAppli cati onFontSi ze,
kDETRi ght, kDETBol d, " Conposer:" };

{kTrackConposer Top - 2, kTrack2ndCol umLeft, kTrackConposerBottom - 2,

kTrack2ndCol ummRi ght },
kDETEnabl ed + kDETMul ti Li ne, prTrackConposer,
Edit Text { kDETApplicationFont, kDETApplicationFontSize, kDETLeft,

kDETNor mal };

{kTrackComment sTop, kTracklstCol umLeft, kTrackCommentsBottom
kTracklst Col ummRi ght },
kDETNoFl ags, kDETNoProperty,
Stati cText FronVi ew { kDETAppl i cati onFont, KkDETAppli cati onFont Si ze,
kDETRi ght, kDETBol d, "Conments:" };

{kTrackConment sTop - 2, kTrack2ndCol umLeft, kTrackConmentsBottom - 2,

kTrack2ndCol ummRi ght },
kDETEnabl ed + kDETMul ti Li ne, prTrackConments,
Edit Text { kDETApplicationFont, kDETApplicationFontSize, kDETLeft,
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kDETNor mal };

Creating a Custom Information Page Window

The aspect and information page templates in Listing 5-6 define a new AOCE record
type and the information page that displays the record’s contents. The user can use this
record type to store information about collections of recording albums. The information
page lists the albums in the collection. Because an AOCE record cannot contain another
record, the AOCE record type Album Collection actually contains aliases to records of
type Album.

The information page consists of a sublist listing the albums in the collection. The
information page window is a custom size, defined by the ' det W resource with a
resource ID of kCol | ecti onAspect + kDETAspect | nf oPageCust omW ndow (see
page 5-97 for a description of this resource). This resource specifies the flag

di scl udePopup, so the Catalogs Extension does not include a pop-up menu in the
window. The template does not add a custom pop-up menu either. Therefore, no one can
add any more information pages to this information page window, because the user
would have no way of selecting which page to look at. For this reason, a single aspect
template is used for both the main aspect and the information page aspect for this new
record type.

Notice also that the aspect template for the Album Collection record type includes a
view list. Ordinarily, you can put view lists only in information page templates, not in
aspect templates. However, because this aspect template defines a custom information
page window, you can include a view list with a resource ID of kCol | ect i onAspect

+ KkDETAspect | nf oPageCust omW ndow The views defined by this view list appear
in every information page associated with this main aspect. (In Listing 5-6, there’s only
one information page, so the view list could be placed in either the aspect or information
page template.)

Listing 5-6 Templates for a custom information page

#i nclude "Types.r"
#i ncl ude " OCETenpl at es. h"
#i ncl ude "OCE. r"

#def i ne kCol | ecti onAspect (kDETFifthl D + (3 * kDETI DSep))
#def i ne kCol | ecti onl nf oPage (kDETFifthI D + (4 * kDETI DSep))

#defi ne kGeneva 3
#def i ne kSystenfont 0

/1 Page | ayout defines
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#def i
#def i
#def i
#def i

#def i
#def i
#def i
#def i
#def i
#def i

#def i
#def i
#def i
#def i
#def i
#def i

#def i
#def i

#def i
#def i
#def i
#def i

#def i
#def i
#def i
#def i

/1 Aspect tenpl ate;

/1

resour ce
01
dropCheckConflicts,

ne
ne
ne
ne

ne
ne
ne
ne
ne
ne

ne
ne
ne
ne
ne
ne

ne
ne

ne
ne
ne
ne

ne
ne
ne
ne
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i conCol umW dt h
naneCol umWw dt h
ki ndCol umW dt h
spaceBet weenCol ums

i conCol ummLeft
i conCol umRi ght
nanmeCol ummLef t
naneCol umRi ght
ki ndCol utmLef t
ki ndCol umRi ght

subl i stlconTop
subl i st conBottom
subl i st Text Top
subl i st Text Bott om
sublistTitl eTop
sublistTitl eBottom

wi ndowHei ght
wi ndowW dt h

subl i st TopBound
subl i st Bot t onBound
subl i st Lef t Bound
subl i st Ri ght Bound

kPageBi t mapLef t
kPageBi t mapRi ght
kPageBi t mapTop
kPageBi t mapBot t om

'det a’'

(kCol | ecti onAspect,

16
132
86

0

(i conCol unmmLeft + iconCol umWw dt h)

(i conCol umRi ght + spaceBet weenCol umms)
(nameCol umLeft + naneCol unmW dt h)
nanmeCol umRi ght

(ki ndCol ummLeft + ki ndCol utmW dt h)

(-7)
(9)
(-6)
(8)
(35)
(sublistTitleTop + 12)

280
(ki ndCol umLeft + ki ndCol umWdth + 15 + 16)

(sublistTitl eBottom + 2)
(wi ndowHei ght - 12)

12

(wi ndowN dth - 12)

(11)

(kPageBi t mapLeft + 16)
7

23

serves as both mmin aspect and informati on page aspect.

pur geabl e) {

/1 drop-operation order

i sMai nAspect /1

b
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resource 'rstr' (kColl ectionAspect + kDETTenpl at eNane, purgeable) {
"WAVE Al bum Col | ecti on Aspect”

b

resource 'rstr' (kCollectionAspect + kDETRecordType, purgeable) {
"WAVE Al bum Col | ecti on”

}s

resource 'rstr' (kCollectionAspect + kDETAspectKi nd, purgeable) {
"al bum col | ection"

s

resource 'rstr' (kColl ectionAspect + kDETAspectWhatls, purgeable) {
"Al bum Col | ecti on\n\ nA col | ection of al buns.Open this icon to display
i nformati on about the collection.”

}s

resource 'rstr' (kCollectionAspect + kDETAspect Ali asKi nd, purgeable) {
"al bum col | ection alias"

s

resource 'rstr' (kCollectionAspect + kDETAspect AliasWhatls, purgeable) {
"Al bum Col l ection alias\n\This is an alias to a collection of albuns.
Open this alias to display information about the collection.”

}s

/1 Record category; this record type is assigned to the sane category as the
/1 A bumrecord type.

resource 'rst# (kCollectionAspect + kDETAspect Cat egory, purgeabl e)
{{

"Recor di ngs"

1
/1 Define a custominformation page w ndow.

resource 'detw (kCollectionAspect + kDETAspect | nf oPageCust omW ndow,
pur geabl e) {
{ 0, 0, wi ndowHei ght, w ndowwWdth },
di scl udePopup
b

/1 Viewlist for views to appear in all infornation pages for this
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/1 main aspect

resource 'detv' (kCollectionAspect + kDETAspect | nf oPageCust omN ndow,
pur geabl e)
{

{
{6, kPageBitmapR ght + 8, 25, kPageBitmpR ght + 8 + 166},

kDETNoFl ags, kDETI nf oPageNumber ,
Menu {kSystentont, 12, kDETLeft, kDETNormal, "", kDETI nfoPageNunber,
kDETI nf oPageNunber };
b
i

resource 'rstr' (kCollectionAspect + kDETAspect NewMenuName, purgeable) {
"New Al bum Col | ecti on"

}s

resource 'rstr' (kColl ectionAspect + kDETAspect NewEnt ryNane, purgeable) {
"untitled al bumcollection”

s

i nclude "Al buntCol | ectionlcons"” 'ICN# (0) as '|CN#' (kCol | ecti onAspect +
kDETAspect Mai nBi t nap, purgeabl e);
i ncl ude "Al buntCol | ectionlcons" 'icl4' (0) as 'icl4' (kCollectionAspect +
kDETAspect Mai nBi t map, purgeabl e);
i ncl ude " Al buntCol | ectionlcons™ "icl8 (0) as "icl8 (kCollectionAspect +
kDETAspect Mai nBi t map, purgeabl e);
i ncl ude "Al buntCol | ectionlcons" 'ics# (0) as 'ics# (kColl ectionAspect +
kDETAspect Mai nBi t nap, purgeabl e);
i ncl ude "Al buntCol | ectionlcons" 'ics4'(0) as 'ics4' (kColl ectionAspect +
kDETAspect Mai nBi t map, purgeabl e);
i ncl ude " Al buntCol | ectionlcons” "ics8 (0) as "ics8 (kCollectionAspect +
kDETAspect Mai nBi t map, purgeabl e);
i ncl ude "Al buntCol | ectionlcons"” 'SICN (0) as 'SICN (kCol | ecti onAspect +
kDETAspect Mai nBi t nap, purgeabl e);

/1 Supporting drops

resource 'rstr' (kColl ectionAspect + kDETAspectDraglnString, purgeable) {
"Do you want to add ¥8% 3" % he selected itenms%to *Ox/the/* ~1 “~2"7?"

s

resource 'rst# (kColl ectionAspect + kDETAspect RecordCat Dr agl n, pur geabl e)
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{{
"Recordi ngs", kMenberAttr TypeBody
S

resource 'rst# (kCollectionAspect + kDETAspect AttrDragln, purgeabl e)
{{
""" kMenber Attr TypeBody, kMenber Attr TypeBody

s

resource 'dett' (kCollectionAspect + kDETAspectLookup, purgeabl e)
{{
{kMenber At tr TypeBody}, typePackedDSSpec,
not For | nput, not ForQut put, uselnSublist, isAlias, isNotRecordRef,
{}
S

resource 'detm (kColl ectionAspect + kDETAspect Vi ewhenu, purgeabl e)

{

kCol | ecti onAspect + kDETAspect Vi emvenu,

{

kDETPr Nane, "by Nane";

kDETPr Ki nd, "by Ki nd";

}

1

/1 The informati on page tenpl ate

#def i ne k2ndCol ummRi ght I nset (kDETRecor dl nf oW ndW dt h- kDETSubpageRi ght | nset)

resource 'deti' (kCollectionlnfoPage, purgeable) {
1000,
{subl i st TopBound, sublistLeftBound, sublistBottonBound,
subl i st Ri ght Bound},
noSel ect Fi r st Text,
{
kDETNoPr operty, kDETNoProperty, kColl ectionlnfoPage;
},
{
kDETNoProperty, kDETNoProperty, kColl ectionlnfoPage + 1;
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1}

+

kDETTenpl at eNane
"WAVE Al bum Col | ection Info Page"

+

kDETRecor dType,
"WAVE Al bum Col | ecti on”

+

"Al bum Col | ecti on"

+

"WAVE Al bum Col | ecti on Aspect”

resource 'detv' (kCollectionlnfoPage, purgeable)

{

{
{kPageBi t mapTop, kPageBitmapLeft, kPageBitmpBottom

kDETNoFl ags, kDETAspect Mai nBit map,
Bitmap { kDETSmal |l lcon };

, purgeable) {

pur geabl e) {

kDETI nf oPageName, purgeable) {

kDETI nf oPageMai nVi ewAspect ,

kPageBi t mapRi ght },

{sublistTopBound - 1, sublistLeftBound - 1, sublistBottonBound + 1,

subl i st R ght Bound + 1}, kDETNoFl ags, kDETNoPr oper
Box { kDETUnused };

{sublistTitl eTop, sublistLeftBound + nameCol umlLeft,
subl i st Left Bound + naneCol unmRi ght },
kDETNoFl ags, kDETPr Name,
St ati cCommandText FronVi ew { kGeneva, 9, kDETLeft,
"Nane", kDETChangeVi ewConmand, - 1 };

{sublistTitl eTop, sublistLeftBound + ki ndCol umLeft,
subl i st Left Bound + ki ndCol unmmRi ght },
kDETNoFl ags, kDETPr Ki nd,
St ati cCommandText FronVi ew { kGeneva, 9, kDETLeft,
kDETChangeVi ewComand, - 2 };
1
1
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kDETUnder | i ne,

sublistTitl eBottom

kDETNor mal , "Ki nd",
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ource 'detv' (kCollectionlnfoPage + 1, purgeable)

{

{

{sublistlconTop, iconColumLeft, sublistlconBottom iconColummRi ght},
kDETHi | i ght | f Sel ect ed, kDETAspect Mai nBi t map,
Bitmap { kDETM nil con };

{subli st Text Top, nameCol umLeft, sublistTextBottom naneCol umRi ght},
kDETHi | i ght | f Sel ect ed + kDETDynani cSi ze, kDETPr Nane,
StaticText { kGeneva, 9, kDETLeft, KkDETIconStyle };

{sublistText Top, kindCol umLeft, sublistTextBottom kindColumRi ght},
kDETNoFl ags, kDETPr Ki nd,
StaticText { kGeneva, 9, kDETLeft, kDETNormal };

Figure 5-22 shows an example of the information page defined by Listing 5-6. Notice that
this information page contains no Add or Remove buttons. The only way for a user to
add a record alias to a record of type Album Collection is to drag an Album record into
the sublist. The only way to remove one is to drag it from the sublist into the Trash. This
design works well for the Album Collection record type because letting the user create a
new, empty attribute for this record would make little sense. When the user
double-clicks an album in the sublist, the Catalogs Extension opens the information page
for the album, not for an attribute in the Album record.
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Figure 5-22 Custom information page

SO=—— My album collection ——
Album Collection
MNarne kind
E} Apole Campuder Songs album alias ﬁ
(0 Faverite Mozard piane rusie alburn alias
E} My son's first recitsl album alias
K8

Writing Template Code Resources

The set of templates you've seen so far creates information pages that let a user store
information about an album, about each track on an album, and about a collection of
albums. Because the user can enter the duration of each track in the Track Info attribute
information page (Figure 5-5 on page 5-9), you can provide a code resource that
automatically adds up the number of tracks and the total playing time so that the user
does not have to enter that information into editable text boxes. The resulting
information page (Figure 5-23) is identical to an earlier information page (Figure 5-21 on
page 5-44) except that the number of tracks and total playing time are no longer editable
text.

Figure 5-23 Information page using a code resource

S[I=———= Apple Computer Songs

[ Track Info |

Number of tracks:3

Total playing time: 0 Hour= 24 Minutes 2 Seconds

Title Track Nurnber
Lazer''riter Lowe 1 ﬁ
Oh Mazintosh my Mazintosh 2
Apple Computer Company So... 3

<l
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The aspect and information page templates that create the information page in Figure
5-23 are identical to those in Listing 5-4 on page 5-44, with the following exceptions:

= The aspect template includes the code resource. To include the code shown in Listing
5-8 on page 5-68 (assuming this code has been compiled and saved as the resource
Al bunRCode of type ' det c' with a resource ID of 0), add the following line to the
aspect template:

i ncl ude "Al bun2Code" 'detc' (0) as
" det ¢' (KAl bun2ndl nf oPageAspect + kDETAspect Code, purgeable);

= The lookup table does not contain the attribute Album Track Info or elements for the
properties pr Numlr acks, pr Pl ayi ngTi meHour s, pr Pl ayi ngTi meM nut es, or
pr Pl ayi ngTi meSeconds. These properties are all handled by the code resource.

= Instead of the edit-text views in the view lists for the “Number of tracks” and
“Playing time” fields, the view list contains static text fields that get the values to
display from the code resource. Listing 5-7 shows the view lists.

Listing 5-7 View lists that get values from a code resource

resource 'detv' (kAl bun2ndl nfoPage + 1, purgeable) {

{

{kNumlracksTop, kMyFirstColumLeft, kNunilracksBottom
kMyFi r st Col umRi ght },

kDETNoFl ags, kDETNoProperty,

StaticText FromVi ew { kDETAppl i cati onFont,
kDETAppl i cati onFont Si ze, kDETRi ght, kDETBol d, "Nunber of
tracks:" };

{KNumTracksTop, kilstEdit Col ummLeft, kNunilracksBottom
klst Edi t Col ummLeft + kEdit Text Wdth},
kDETNoFl ags, pr Nunilracks,
StaticText { kDETApplicationFont, kDETApplicationFontSize,
kDETLeft, kDETNormal };
}
i

resource 'detv' (kAl bun2ndlnfoPage + 2, purgeable) {

{

{kPl ayi ngTi neTop, kMFirst Col umLeft, kPl ayi ngTi neBottom
kMyFi r st Col umRi ght },

kDETNoFl ags, kDETNoProperty,

StaticText FronVi ew { kDETAppl i cati onFont,
kDETAppl i cati onFont Si ze, kDETR ght, kDETBol d,
"Total playing time:" };
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s

{kPl ayi ngTi meTop, ki1stEditColumLeft, kPl ayingTi meBottom
klst Edi t Col umLeft + kEdit Text W dt h},

kDETNoFl ags, pr Pl ayi ngTi neHour s,

StaticText { kDETApplicationFont, kDETApplicati onFontSize,
kDETLeft, kDETNormal };

{kPI ayi ngTi meTop, kl1stEditColumLeft + kSpaceBef oreEdit Desc,
kPl ayi ngTi mreBottom k2ndEdi t Col ummLeft},

kDETNoFl ags, kDETNoProperty,

StaticText FromVi ew { kDETAppl i cati onFont,
kDETAppl i cati onFont Si ze, kDETLeft, kDETNormal, "Hours" };

{kPl ayi ngTi meTop, k2ndEdit Col umLeft, kPl ayi ngTi meBottom
k2ndEdi t Col umLeft + kEdit Text W dt h},

kDETNoFl ags, pr Pl ayi ngTi mneM nut es,

StaticText { kDETApplicati onFont, kDETApplicati onFontSize,
kDETLeft, kDETNormal };

{kPI ayi ngTi meTop, k2ndEdit Col umLeft + kSpaceBef or eEdit Desc,
kPl ayi ngTi mreBottom k3rdEdi t Col ummLeft},

kDETNoFl ags, kDETNoProperty,

StaticText FronmVi ew { kDETAppl i cati onFont,
kDETAppl i cati onFont Si ze, kDETLeft, kDETNormal, "M nutes" };

{kPl ayi ngTi meTop, k3rdEditColumLeft, kPl ayingTi meBottom
k3rdEdi t Col umLeft + kEdit Text W dt h},

kDETNoFl ags, pr Pl ayi ngTi neSeconds,

StaticText { kDETApplicati onFont, kDETApplicati onFontSize,
kDETLeft, kDETNormal };

{kPl ayi ngTi meTop, k3rdEditColumLeft + kSpaceBef oreEdit Desc,
kPl ayi ngTi mreBott om k4t hEdi t Col ummLeft},

kDETNoFl ags, kDETNoProperty,

StaticText FronmVi ew { kDETAppl i cati onFont,
kDETAppl i cati onFont Si ze, kDETLeft, kDETNormal, "Seconds" };

}

All of the routines you can provide in code resources for aspect templates are described
in “Functions You Can Provide as Part of Your Code Resource” beginning on page 5-148.
The Catalogs Extension can call the code resource for the aspect of the information page
the user is currently using, or it can target another code resource. The code resource in
Listing 5-8 handles only calls from the CE that are not targeted or for which the target is
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kDETSel f . Targeting of code resource routines is described in “Target Specifier” on
page 5-142.

At initialization, Listing 5-8 sets the call-for mask so that the CE calls this code resource
only for idle events and view-change events. Thus, the CE calls this code resource
periodically to let it process idle-time tasks. The CE also calls this code resource
whenever the user opens the information page or displays a conditional view. The
call-for mask is described in “Call-For Mask” on page 5-149.

Listing 5-8 calls routines provided by the CE—referred to in this chapter as callback
routines—to get and set the values of properties and to obtain the number of items in the
sublist. The Cal | BackDET macro that you can use to call these routines is described on
“Calling CE-Provided Functions” on page 5-197. All of the available callback routines are
described in “CE-Provided Functions That Your Code Resource Can Call” beginning on
page 5-196.

Listing 5-8 calculates the playing time by adding up the playing times of all the
individual tracks. To calculate this total, Listing 5-8 calls the

KDETcndCet Pr opert yNunber callback routine repeatedly, targeting each call to the
attribute representing a specific track. See the description of the KDETSubl i st I t em
target selector in “Target Specifier” on page 5-142 to gain a better understanding of this
technique.

IMPORTANT

When you design your code resource, you must follow certain rules to
avoid corrupting or crashing the Finder. See “Rules for Writing Code
Resources” on page 5-142 for details. a

Listing 5-8 Template code resource

/* Forward declaration of function defined |ater */
static OSErr Dol dl e(DETCal | Bl ockPtr cal |l Bl ockPtr);
/* Dispatcher for routines in this code resource that the CE can call */
pascal OSErr MA bunCode(DETCal | Bl ockPtr cal | Bl ockPtr)
{

OSErr err = kDETDi dNot Handl e;

if ((callBlockPtr->protoCall.reqFunction < kDETcndTargetedCall) ||

(cal I Bl ockPtr->protoCall.target.sel ector == kDETSel f))
{
switch (call Bl ockPtr->protoCall.reqFunction)
{

case kDETcndlnit:
call Bl ockPtr->init.newCal |l Fors = kDETCal | Forldl e +
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kDETCal | For Vi enChanges;
br eak;

case kDETcndl dl e:

case kDETcmdVi ewLi st Changed:
err = Doldle(callBlockPtr);
br eak;

return err;

}

/* This routine calls the CE-provided routi ne kDETcndGet PropertyNunber to

obtain the value of a property as a nunber. */

static OSErr DoCet PropertyNunber (DETCal | Bl ockPtr cal |l Bl ockPtr,

DETTar get Sel ect or sel ector,
| ong itemNunber,
short property,
[ ong *val ue)

{

OSErr err;

DETCal | BackBl ock cbb;

cbb. get Propert yNumber . regFuncti on = kDETcnuGet Propert yNunber ;
cbb. get PropertyNunber. property = property;

cbb. get PropertyNunber. target. sel ector = sel ector;
cbb. get PropertyNunber. target. aspect Name = nil;

cbb. get PropertyNunber.target.itemNunber = itemNunber;
err = Call BackDET(cal | Bl ockPtr, &cbb);

*val ue = cbh. get Propert yNunber. propertyVal ue;

return err,

}

/* This routine calls the CE-provided routine kDETcndSubli st Count to
obtain the nunber of itenms in a sublist. */
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static OSErr DoGet Nuntubl i stltens(DETCal | Bl ockPtr call Bl ockPtr, |ong *num

/*

{
CSErr err;
DETCal | BackBIl ock cbb

cbb. subl i st Count . reqFuncti on = kDETcndSubl i st Count ;
cbb. subl i st Count . target.sel ector = kDETSel f;

err = Call BackDET(cal | Bl ockPtr, &cbb);
*num = cbb. subl i st Count . count;
return err;

}

This routine calls the CE-provided routine kDETcndSet PropertyNunber to
set the value of a number property. */

static OSErr DoSet PropertyNumnber (DETCal | Bl ockPtr cal | Bl ockPtr

/*

short property,
| ong newval ue)

{
CSErr err;

DETCal | BackBIl ock cbb

cbb. set PropertyNunber. reqFuncti on = kDETcndSet Pr opert yNunber ;
cbb. set PropertyNunber. property = property;

cbb. set PropertyNunber. target. sel ector = kDETSel f;

cbb. set PropertyNunber. newal ue = newval ue;

err = Cal | BackDET(cal | Bl ockPtr, &cbb);

return err,

}

Here is the main routine for this code resource. This routine counts the
nunber of tracks and adds up the total tinme for the al bum */

static OSErr Dol dl e(DETCal | Bl ockPtr cal | Bl ockPtr)

{
CSErr err;

| ong ol dNunber, act ual Nunber;
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/* Get the current value of the property prNumfracks. */
err = DoCet PropertyNunber (cal |l Bl ockPtr, kDETSel f, 0, prNunilracks,
&ol dNunber) ;

/* Get the nunber of itens in the sublist. Because each sublist item
represents one track, set the value of prNumiracks equal to the
nunber of sublist itens. */

if (err == noErr)

err = DoGet NunBublistltens(call Bl ockPtr, &actual Nurmber);

if ((err == noErr) && (ol dNunber != actual Nunber))

err = DoSet PropertyNunber (cal |l Bl ockPtr, prNumlracks, actual Nunber);

if (err == noErr)
{
| ong i ndex;
| ong ol dSeconds, actual Seconds = O;
| ong seconds;
[ ong ni nutes;
| ong hours;

/* Calculate the playing tinme by adding up the playing tines of al
the tracks, calling each track in the sublist in turn. */
for (index = 1; (err == noErr) && (index <= actual Nunber); ++i ndex)
{
err = DoGet PropertyNunber(call Bl ockPtr, kDETSublistltem index,
pr TrackSeconds, &seconds);

if (err == noErr)
{
err = DoCet PropertyNumnber (call Bl ockPtr, kDETSublistltem i ndex,
pr TrackM nut es, &m nutes);

}
if (err == noErr)
{
act ual Seconds += (mnutes * 60 + seconds);
}
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}
/[* CGet the old total playing time. */
if (err == noErr)

{

err = DoCet PropertyNunber(call Bl ockPtr, kDETSel f, O,
pr Pl ayi ngTi meHour s, &hours);
}

if (err == noErr)
{
err = DoCet PropertyNunber(call Bl ockPtr, kDETSel f, O,
pr Pl ayi ngTi mneM nutes, &ni nutes);

}

if (err == noErr)
{
err = DoCet PropertyNunber(call Bl ockPtr, kDETSel f, O,
pr Pl ayi ngTi neSeconds, &seconds);

}

/* Now conpare the two playing tinmes. If they're different, set
the properties to equal the new one. */

if (err == noErr)
{
ol dSeconds = 3600 * hours + 60 * m nutes + seconds;
if (oldSeconds != actual Seconds)
{

hours = actual Seconds / 3600;
err = DoSet PropertyNunber (cal |l Bl ockPtr, prPlayingTi neHours,

hour s) ;
if (err == noErr)
{
act ual Seconds -= (hours * 3600);

m nutes = actual Seconds / 60;
err = DoSet PropertyNunber (cal | Bl ockPtr, prPlayi ngTi nreM nut es,

nm nut es) ;
}
if (err == noErr)
{
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act ual Seconds -= (mnutes * 60);
err = DoSet PropertyNunber (cal | Bl ockPtr, prPlayi ngTi neSeconds,

act ual Seconds) ;

}

return err;

}

AOCE Templates Reference

This section describes the file types, template types, and resource types you can use to
extend the capabilities of the Catalogs Extension. For complete lists of the resource types
required to create each type of AOCE template, see Table 5-1 on page 5-78 for aspect
templates, Table 5-10 on page 5-120 for information page templates, Table 5-11 on

page 5-138 for forwarder templates, Table 5-12 on page 5-140 for killer templates, and
Table 5-13 on page 5-141 for file type templates.

Code resources are described in detail in “Code Resources Reference” beginning on

page 5-142.

File and Resource Types Used by the Catalogs Extension

AOCE templates exist as resources in the resource forks of files in the Macintosh file
system. A single file can contain multiple templates. The Catalogs Extension looks for
files containing templates in the System Extensions folder inside the System Folder. It
looks in all files in its list of appropriate file types. Initially, it uses the following file types:

File type Description
"detf’ CE template file. This file type exists solely to hold templates.

"dsam A CSAM. If you create new templates to support a CSAM, you can make
installation easy for users by including the templates in the CSAM file.

" msamn An MSAM. If you create new templates to support an MSAM, you can
make installation easy for users by including the templates in the MSAM
file.

' csan A combined CSAM and MSAM. If you create new templates to support a
combined CSAM and MSAM, you can make installation easy for users by
including the templates in the SAM file.

"fext' Finder extensions. The CE searches only for those Finder extension files
that have creator ' adbk' , which is the CE. This file supplies the templates
that come with the CE and that are installed when the CE is installed.
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Note

The abbreviation “dsam”—found in the ' dsam file type and in
function names and data structures in the AOCE interface files—stands
for “directory service access module,” the name used for catalog service
access modules in early versions of the AOCE software. The ' csan file
type is so named because it implements “combined service access
modules.” Therefore a file of type ' dsam implements a CSAM and a
file of type ' csam implements both a CSAM and an MSAM.

See the chapter “Service Access Module Setup” in Inside Macintosh:
AOCE Service Access Modules for descriptions of the templates you must
write to support CSAMs and MSAMSs. O

File type templates can specify additional file types for the CE to search for template
resources. You can use this feature to include AOCE templates with extension files of
other types.

Within the file, templates consist of sets of associated resources. Each template in the file
includes a signature resource, which specifies the type of the template and the base ID of
the associated resources. All signature resources include a version number to tell the CE
the format of the template. Because these version numbers are automatically included as
a part of the Rez template resource definition, you do not need to include them explicitly
in your Rez file. Some signature resources also contain additional template-related
information.

AOCE templates use the following resource types for template signature resources:

Resource type Kind of template

"deta’ Aspect template

"deti’ Information page template
"detf’ Forwarder template

"det k' Killer template

" det x' File type template

AOCE templates also use the following types of resources:

Resource type Description

" det b’ Binary data

"detc’ Code resource

"detm Menu entries

' det n' Number (long)

" det p’ Reverse-sort properties list
"dett’ Lookup table

" detv' View list

"detw Custom information page window
"rstr' String (RSt ri ng)

"rst# RSt ri ng array
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In addition, icons are composed of a suite of resource types as described in the chapter
“Finder Interface” in Inside Macintosh, Macintosh Toolbox Essentials.

IMPORTANT

It is very important not to overlap resource IDs from two different
templates within the same file. One way to help ensure that they don’t is
to separate template base IDs by 250. a

Template Names

Every template includes a name resource, described in this section.

Each template must have a name so that it can be referred to by other templates. To
avoid ambiguity in such cross-references, you should make your template names
unique. To ensure uniqueness, you should start the template name with a four-character
application signature registered with Macintosh Developer Technical Support.

kDETTemplateName

The template name resource has a resource ID with an offset of KDETTenpl at eNane
from the template’s base (signature) resource ID.

resource 'rstr' (rMBasel D + kDETTenpl at eNane, purgeable) ({
"WAVE This is the nane of ny tenpl ate"

¥
The' rstr' resource is defined as follows:

type 'rstr' {
rstring; /* an RString */

b

To ensure the uniqueness of the template name, start it with a four-character application
signature registered with Macintosh Developer Technical Support.

Specifying Record and Attribute Types for Templates

Each aspect and information page template applies only to specific types of records or
attributes. To specify the types of records and attributes with which it is used, each
template must include one or both of the record-type and attribute-type resources.

If your template applies to records, include a KDETRecor dType resource but no
KDETAt t ri but eType resource. If your template applies to attributes in records of any
type, include a KDETAt t r i but eType resource but no kDETRecor dType resource. Such
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a template also supports stand-alone attributes. If your template applies to attributes in a
specific type of record, include both a KDETAt t ri but eType resource and a
kDETRecor dType resource. The following table summarizes these rules:

kDETRecor dType kDETAt tri but eType Template applies to

Not present Not present Nothing (invalid)

"nmy rectype" Not present Records of type " my rectype”

Not present "nmy attrtype" Attributes of type "y attrtype" in
records of any type or as stand-alone
attributes

"nmy rectype" "ny attrtype" Attributes of type "y attrtype”

only in records of type "y rectype"

Note

Specifying both a KDETAt t r i but eType resource and a

kDETRecor dType resource does not prevent a user from dragging an
attribute from a sublist and dropping it on the desktop or on another
object. To control which attribute types can be dragged from a sublist,
use a KDETAspect Dr agQut resource (page 5-102). O

Note

A stand-alone attribute has a record type formed by concatenating the
value of the constant kAt t r i but eVal ueRecTypeBody (aoce Attribute
Value), the attribute tag value, and the attribute type of the original
attribute (without the attribute type’s length or character set). The

RSt r i ng structure that holds the record type has a character set that is
the same as the character set of the original attribute type. O

kDETRecordType

The record-type resource specifies the record type to which an aspect or information
page template applies. The record-type resource has a resource ID with an offset of
kDETRecor dType from the template’s base resource ID.

resource 'rstr' (rM/BaseResourcel D + kDETRecor dType, purgeable) {
"WAVE record type"

};

To ensure the uniqueness of the record type, start it with a four-character application
signature registered with Macintosh Developer Technical Support.
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kDETAttributeType

The attribute-type resource specifies the attribute type to which an aspect or information
page template applies. The attribute-type resource has a resource ID with an offset of
KDETAt tri but eType from the template’s base resource ID.

resource 'rstr' (rMBaseResourcel D + kDETAttri but eType,
pur geabl e) {
"WAVE attribute type"

i

To ensure the uniqueness of the attribute type, start it with a 4-character application
signature registered with Macintosh Developer Technical Support.

kDETAttributeValueTag

The attribute-tag resource specifies the attribute value tag of the attributes to which an
aspect or information page template applies. The attribute-tag resource has a resource ID
with an offset of KDETAt t r i but eVal ueTag from the template’s base resource ID.

resource 'detn' (rMTenplate + kDETAttri but eVal ueTag, purgeable) {
"bnry'
1

The ' detn' resource type is defined as follows:

type "detn' {
[ ongl nt;

b

You can specify this resource only if the template also contains an attribute-type
resource. If this resource is present, then the template applies only to attributes that have
the specified tag. Because you can define your own attribute value tags, you can use this
resource in any way you wish. If this resource is not present, then the template applies to
attributes with any tag value.

The attribute-tag resource is useful to improve the efficiency of the display of addresses
in a user address information page. Address attributes in user records should have
attribute tags set to the value of the address subtype (for example, ' al an' for
LAN-based mail, ' aphn' for Direct Dialup mail). Address templates should include the
attribute-tag resource to specify the tag they work with. This resource allows the
Catalogs Extension to determine very quickly the proper template to use with a given
address.
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Components of Aspect Templates

The primary purpose of an aspect template is to supply information about a record or
attribute in an AOCE catalog. Most of this information is in the form of properties used
by either an information page field or a sublist in an information page or dNode. Each
information page template includes the name of an aspect used to supply properties for
its fields and to generate its sublist (if any). In addition, an aspect template may provide
information about how to create new items (records or attributes) of the type described
by the template, the icon to use in a sublist, and the string to put in the “Kind” column of
a sublist.

An aspect template can contain the resources listed in Table 5-1.

Table 5-1 Resources in aspect templates

Resource
type
' det a'

rstr'

rstr'

rstr'

" detn'

icon
suite

5-78

Offset of resource ID from signature

resource ID Purpose of resource

0 Identifies template as aspect and provides
a base resource ID. Required for all aspect
templates.

kDETTenpl at eNane Name of template. Required for all aspect
templates.

kDETRecor dType Type of record to which the template

applies. Either this resource, the
kDETAt t ri but eType resource, or both
must be included.

KDETAt tri but eType Type of attribute to which the template
applies. Either this resource, the
kDETRecor dType resource, or both must
be included.

kDETAt t ri but eVal ueTag Attribute tag of attributes to which the
template applies. You can provide this
resource if you have also provided the
KDETAt t ri but eType resource. If you
don’t provide this resource, the template
applies to attributes with any tag value.

kDETAspect Mai nBi t map Suite of icons. Neither the code resource
nor the user can change these values. A set
of icon resources at this offset is required
for main aspect templates. (You may also
include in any aspect template one or more
icon suites with other resource IDs to
provide icons for display in the
information page.)
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Table 5-1 Resources in aspect templates (continued)

Resource
type
‘rstr’

"rst#

"rst#'

"detn'

‘rstr’

"rstr’

Offset of resource ID from signature
resource ID

kDETAspect Ki nd

kDETAspect Cat egory

kDETAspect Ext er nal Cat egory

kDETAspect Gender

kDETAspect Wat | s

kDETAspect Al i asKi nd

AOCE Templates Reference

Purpose of resource

The kind of record or attribute as shown in
a sublist. Neither the code resource nor the
user can change this value. You must
include this resource in main aspect
templates; it is not needed in other

aspect templates.

The names of categories to which the
record or attribute belongs. These names
are used internally by the CE. They are
also displayed to the user if no template
includes a corresponding

kDETAspect Ext er nal Cat egory
resource. You must include this resource in
main aspect templates for records and
stand-alone attributes; it is not needed in
other aspect templates.

The names of categories to which the
record or attribute belongs. These names
are displayed to the user; they must
correspond 1:1 to those in the
kDETAspect Cat egor y resource. If no
template includes this resource, the CE
displays the names in the

kDETAspect Cat egor y resource to the
user. You can include this resource in main
aspect templates; it is not needed in other
aspect templates.

The gender of the kind to display in a
sublist for objects of this type. For use with
languages that require this information.
You can include this resource in main
aspect templates when necessary; it is not
needed in other aspect templates.

Help-balloon string for objects of the type
described by this aspect when they appear
in a sublist. You must include this resource
in main aspect templates; it is not needed
in other aspect templates.

soreidwa) 300V -

The kind of record or attribute to display
in a sublist for aliases to the type of object
described by this aspect. You must include
this resource in main aspect templates; it is
not needed in other aspect templates.

continued
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Table 5-1 Resources in aspect templates (continued)

Resource
type
"detn'

‘rstr’

"rstr’

rstr’

‘rstr!

' det b’

5-80

Offset of resource ID from signature
resource ID Purpose of resource

kDETAspect Al i asGender The gender of the kind to display in a
sublist for an alias to an object of this type.
For use with languages that require this
information. You can include this resource
in main aspect templates when necessary;
it is not needed in other aspect templates.

kDETAspect Al i asWhat | s Help-balloon string for aliases to objects of
the type described by this aspect when the
aliases appear in a sublist. You must
include this resource in main aspect
templates; it is not needed in other aspect
templates.

kDETAspect NewVenuNarme Text for the New item in the Catalogs
menu for records, or for the Add button
for the new-attribute-item dialog box.
Include this resource only in a main aspect
and only if the user is allowed to add a
new record or attribute of this type. If you
do not include this resource, the user
cannot use the Catalogs menu or Add
button to add a new object of this type.

kDETAspect NewEnt r yNane Name given to newly created records of
the type described by this aspect. Include
this resource only in a main aspect for a
record and only if the user is allowed to
add a new record of this type. If you do
not include this resource, the user cannot
use the Catalogs menu to add a new
record of this type.

kDETAspect Nanme Name displayed in the sublist for newly
created attributes of the type described by
this aspect. Include only in a main aspect
for an attribute, only if the user is allowed
to add a new attribute of this type, and
only if the KDETAspect Newval ue
resource does not provide a name for the
new attribute.

kDETAspect Newval ue The concatenation of the 4-byte attribute
tag and the attribute value used as an
initial value for newly created attributes of
the type described by this aspect. Include
this resource only in a main aspect for an
attribute and only if the user is allowed to
add a new attribute of this type. If you do
not include this resource, the user cannot
use the Add button to add a new attribute
of this type.
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Table 5-1 Resources in aspect templates (continued)

Resource
type
"detn'

"detw

"det v'

"rst#

Offset of resource ID from signature
resource ID

kDETAspect Subl i st OQpenOnNew

kDETAspect | nf oPageCust om\N ndow

kDETAspect | nf oPageCust om\W ndow

kDETAspect Recor dDr agl n

AOCE Templates Reference

Purpose of resource

If you include this resource set to a
nonzero number, the CE automatically
opens newly created attributes or records
of this type. This resource sets the value of
the property that has property number
kDETAspect Subl i st OQpenOnNew Your
code resource can specify a different
resource, overriding the resource in the
aspect template (see “Dynamic Creation of
Resources” beginning on page 5-154).

You can also use the

kDETcndSet Pr opert yNunber callback
routine (page 5-227) to change this
property value at any time. You can
include this resource only in main aspect
templates. This resource is optional.

The width, height, and placement of the
set of custom information pages that
appears if the user opens the catalog object
to which this aspect applies. This resource
also specifies whether a page-selection
pop-up menu should be included in the
window. You can include this resource
only in main aspect templates. Include
only if you do not want to use the default
information page window.

A view list that describes items to be
displayed on every information page that
appears if the user opens the catalog object
to which this aspect applies. You can
include this resource only in main aspect
templates. Optional.

Types of records the user is allowed to
drag and drop on the catalog object to
which this aspect applies, paired with the
attribute types used to store aliases to
these records. When the user drops such a
record, the CE creates an alias to the record
and stores it in an attribute of the type you
specify (unless your code resource takes
some other action). Do not include

this resource if you do not want to allow
the user to drop records on this catalog
object.

continued

5-81

soreidwa) 300V -



CHAPTER 5

AOCE Templates

Table 5-1 Resources in aspect templates (continued)

Resource
type
"rst#

"rst#

"rstr’

"rstr’

"rstr’

5-82

Offset of resource ID from signature
resource ID

kDETAspect Recor dCat Dragl n

kDETAspect At tr Dragl n

kDETAspect Dragl nStri ng

kDETAspect Dragl nVer b

kDETAspect Dr agl nSunmar y

AOCE Templates Reference

Purpose of resource

Categories of records that can be dropped
on the catalog object to which this aspect
applies, paired with attribute types used to
store aliases to these records. When the
user drops such a record, the CE creates an
alias to the record and stores it in an
attribute of the type you specify (unless
your code resource takes some other
action). Do not include this resource if you
do not want to allow the user to drop
records on this catalog object.

Record and attribute types of attributes the
user is allowed to drag and drop on the
catalog object to which this aspect applies.
When the user drops such an attribute, the
CE creates a copy of the attribute (unless
your code resource takes some other
action). Together with the record type and
attribute type of each attribute the user can
drop, the resource lists the attribute type
the CE should assign to the new copy of
the attribute. Do not include this resource
if you do not want to allow the user to
drop attributes on this catalog object.

Prompt string that the CE displays when
the user drags and drops an object on the
catalog object to which this aspect applies.
You do not have to include this resource if
your aspect template does not support
drops.

Label for the OK button in the dialog box
that the CE might display when the user
drags and drops an object on the catalog
object to which this aspect applies. You do
not have to include this resource if your
aspect template does not support drops.

Short phrase that describes the action of
dropping an object on the catalog object to
which this aspect applies. The CE can use
this phrase in a selection list if more than
one aspect can receive the drop.
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Table 5-1 Resources in aspect templates (continued)
Resource Offset of resource ID from signature
type resource ID Purpose of resource
"rst# kDETAspect Dr agQut Types of attributes that the user is allowed

"detn', Any property number in the range 0-249
‘rstr',

" det b’
"detm kDETAspect Vi ewvenu
" detp' kDETAspect Rever seSort

AOCE Templates Reference

to drag out of the aspect’s sublist. If you
do not provide this resource, the user can
drag any attribute types from the sublist.
To prevent the user from dragging any
attributes from the sublist, include this
resource but do not specify any attribute

types.

If the aspect template has not used a
lookup table or code resource to construct
a property with this property number, the
CE looks for a resource with an offset
equal to this property number and uses
the value in that resource as the value of
the property. Your code resource can
change the value of these resources before
the CE loads them (see “Dynamic Creation
of Resources” beginning on page 5-154).
You can also use callback routines to
change property values and types from a
code resource at any time (see “Setting
Value, Type, and Other Features of
Properties” beginning on page 5-223).

Alist of property name and property
number pairs that specifies the properties
by which the user can sort items in a
sublist. The property names you list in this
resource appear in the View menu, and the
property numbers tell the CE what to sort
by. If the property number is positive, the
sort is alphanumeric; if you specify the
negative of the property number, the sort
is numeric. You should provide this
resource for any aspect template that
includes a sublist.

A list of properties that you want sorted in
reverse order; that is, descending
alphanumeric or ascending numeric order.
You can list any property that you have
already listed in a KDETAspect Vi emvenu
resource.

continued
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Table 5-1 Resources in aspect templates (continued)

Resource Offset of resource ID from signature
type resource ID Purpose of resource

"rst# kDETAspect Bal | oons Help-balloon strings for views in an
information page. You should provide
strings for any properties you define,
starting with property number
kDETFi r st DevPr oper ty. For each such
property, you include a string to be used if
the property is editable and one that
appears if the property is not editable. The
strings appear in help balloons when
Balloon Help is on and the user places the
cursor on a view that has a help-balloon
property number corresponding to an
entry in this resource. If your aspect
contains any such properties, you should
include this resource.

"dett’ kDETAspect Lookup Alookup table that parses attributes into
properties. Lookup tables are described in
“The Lookup-Table Resource” beginning
on page 5-105. You can include a lookup
table in any aspect template.

" detc’ kDETAspect Code A code resource. Code resources for aspect
templates are described in “Code
Resources Reference” beginning on
page 5-142. You can include a code
resource in any aspect template.

Properties

Properties are individual, self-contained pieces of information, such as a number or a
string. Properties come from several sources: attribute values, resources in the template,
constants, and data provided by the Catalogs Extension. Each property is identified by a
property number. The property number uniquely identifies that property within an
aspect. Note, however, that other aspects can have entirely unrelated properties with the
same number; thus, it is important that each aspect have a unique name.

Each property also has a type. Table 5-2 lists the property types currently defined by
Apple Computer, Inc.
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Table 5-2 Property types

Property type Use
kDETPr TypeNunber A number, stored internally as a 32-bit unsigned long word

kDETPr TypeStri ng A string, stored as an RSt r i ng structure

kDETPr TypeBi nary A binary block, stored as an uninterpreted sequence of bytes
of any size

The CE converts between these types as necessary for purposes of storage or display. For
example, a number stored in a 32-bit field in an attribute would be kept in a
number-type property when read in to the aspect. However, the number would have to
be displayed to the user as a character string. The CE does this conversion automatically.

You can define your own property types as needed. Apple Computer, Inc., reserves all
property-type values less than or equal to 0. Therefore, if you define your own property
type, give it a positive property-type value. Whenever the CE needs to convert to or from
one of your private property types, it calls your code resource. The CE performs such
conversions only between string and numeric types.

For example, you might want to store the date and time as a 32-bit long integer. Your
code resource could convert between that format and a string. The date and time could
then be stored in 32-bit format within the attribute value but displayed to the user using
normal edit-text views in an information page.

Some properties are supplied as resources in the aspect template file, some properties are
constructed from the contents of attribute values, and some are derived from the catalog
system in other ways.

Properties are divided into three main categories:

= Local properties: Properties with property numbers from 0 through 249 are taken
from the current (local) aspect. First, the CE checks properties constructed by parsing
attribute values. (“The Lookup-Table Resource” beginning on page 5-105 describes
how to use lookup tables to convert attribute values to properties.) If the CE finds a
constructed property with the appropriate number, it uses that property. If not, then
the CE looks for a template resource of type ' det n' (number), ' rstr' (type
RString), or' detb' (binary) with a resource ID equal to the template base ID plus
the property number. You should use property numbers starting with the value
kDETFi r st DevPr oper t y. For example, property r MyPr oper t y of type RSt ri ng
might be defined as follows:

#define rMWProperty KDETFirstDevProperty + 10

resource 'rstr' (rMAspect Resourcel D + rM/Property, purgeable)

{
"My fixed property value."

b
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= Constants: information page templates can use property numbers in the range

250499 as a shortcut t

o defining numeric constants in the range 0-249. To specify the

constant n (0 < n < 249), use property number n + 250.

= Metaproperties: These

properties are generated by the CE itself or are retrieved from

an AOCE catalog, but they are not attribute values. Examples of these are the name or
type of a record, or the value of a record or attribute access mask. Table 5-3 lists the
kinds of metaproperties that are available. (Note that a “metaproperty name” is a
symbolic name for a reserved property number.)

Several of the metaproperty descriptions in Table 5-3 mention property commands. A
property command is any command handled by your code resource’s

kDETcndPr oper t yCommand routine (page 5-159). The CE calls your code resource with
the KDETcndPr oper t yConmand routine selector whenever the user clicks a button or
checkbox in your information page, when the user selects an item in a pop-up menu in
your information page, and in a few other circumstances, as described in Table 5-14
starting on page 5-161. Each property command includes a property number, usually the
number of the property that corresponds to the information page control that originated

the command.

Table 5-3 Metapropert

ies

Metaproperty name
kDETPr Nane

kDETPr Ki nd
kDETPast Fi r st Lookup

kDETI nf oPageNumnber

kDETAspect Tenpl at eNunber
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Use

The name of an attribute, record, or alias. If you specify this
property in a view list, for example, the CE displays the name
of the record, the name of the alias (which it gets from the
record pointed to by the alias), or the name of the attribute
(which it gets from the KDETAspect Nane property). You
cannot store a name in this metaproperty. To store the name of
an attribute, use the KDETAspect Nane property in a lookup
table or resource.

The kind of a record or alias.

The value of this property is 0 until the CE has completed its
first catalog lookup, after which it’s 1.

The number of the information page currently being
displayed. This number is 0 if no information page is open.
You can have the CE display a different information page by
issuing a property command (such as a command sent by a
pop-up menu) with this property number and with the new
page number in the par anet er field. You must use this
metaproperty to implement your own page-selection pop-up
menu in place of the default pop-up menu.

The template number of the targeted aspect’s template. This
value can be used with the kDETAspect Tenpl at e target
selector (see “Target Specifier” on page 5-142).
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Table 5-3 Metaproperties (continued)
Metaproperty name Use

kDETI nf oPageTenpl at eNunber The template number of the template for the currently open
information page (if any). This value can be used with the
kDETI nf oPageTenpl at e target selector (see “Target
Specifier” on page 5-142).

kDETOpenSel ect edl t ens A property number for use with the property command
associated with an Open button in an information page with a
sublist. When you issue a property command with this
property number, the CE opens the sublist items the user has
selected.

kDETAddNew t em A property number for use with the property command
associated with an Add button in an information page with a
sublist. When you issue a property command with this
property number, the CE displays a dialog box that lets the
user add an attribute to the sublist.

kDETRenpveSel ect edl t ens A property number for use with the property command
associated with a Remove button in an information page with
a sublist. When you issue a property command with this
property number, the CE removes the sublist items the user
has selected.

kDETAspect Subl i st OpenOnNew If you set this property to a nonzero number, the CE
automatically opens newly created sublist entries. You can
also set a default value for this property by including a
"det n' resource at this offset in the aspect template.

kDETDNodeAccessMask The dNode access mask.

kDETRecor dAccessMask The record access mask.

kDETAt tri but eAccessMask The attribute access mask.

kDETPr i mar yMaskByBi t The full set of 16 bits of the primary access mask (the access

mask for the object you are in); the following properties
provide values for several of the individual bits.

kDETPr i mar ySeeMask The “see” access mask bit (1 for “can see”)

kDETPr i mar yAddMask The “add” access mask bit (1 for “can add”)
kDETPr i mar yDel et eMask The “delete” access mask bit (1 for “can delete”)
kDETPr i mar yChangeMask The “change” access mask bit (1 for “can change”)
kDETPr i mar yRenaneMask The “rename” access mask bit (1 for “can rename”)

KDETPr i mar yChangePri vsMask The “change privileges” access mask bit (1 for “can change
privileges”)

NOTE Access masks are described in the chapter “Catalog Manager” in this book.
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Aspect Template Signature Resource

As with all templates, an aspect template has a signature resource that identifies the type
of template and that provides a base resource ID relative to which all other resource IDs
are numbered.

‘deta’ Resource

The signature resource for an aspect template is of type ' deta' .

type 'deta' {
| ongl nt = kDETAspect Ver si on; /* tenplate format version */
[ ongl nt ; /* drop-operation order */
bool ean dropCheckConflicts, dropCheckAl ways; /* confirmdrops? */
bool ean not Mai nAspect, i sMi nAspect; /* main aspect? */
al i gn word; /* reserved */

The Catalogs Extension uses the drop-operation order in case a catalog object is
associated with more than one aspect that can handle drop operations. The operation
specified by the aspect with the lowest drop-operation order is offered to the user. If two
templates have the same drop-operation order number, the CE picks one arbitrarily. If
your template does not support drop operations, the CE ignores this field.

If you specify dr opCheckAl ways as the drop-check Boolean value, the CE always
displays a dialog box asking the user to confirm a drop operation before performing it. If
you specify dr opCheckConf | i ct s as this Boolean value, the CE displays the dialog
box only if there is more than one aspect that supports drops for this catalog object. You
must provide a prompt string and button label for the dialog box in additional resources
in the aspect template. If your template does not support drop operations, the CE
ignores this field.

See “Drags and Drops” on page 5-28 for more information about drag-and-drop
operations. See “Supporting Drags and Drops” beginning on page 5-98 for descriptions
of all the resources you must provide to support these operations.

You use the second Boolean field of the aspect signature resource to specify whether this
template is for a main aspect. The next section describes additional resources you must
provide if this is a main aspect template.

Main Aspect Template Resources

5-88

Main aspects provide the information the Catalogs Extension needs to display the record
or attribute value in a sublist—such as a record in a dNode window or an attribute value
in a record window. Figure 5-21 on page 5-44 shows an information page with a sublist.

Main aspect templates provide the information the CE needs to create a main aspect. You
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can also use a main aspect template to specify the size, location, and standard contents of
custom information pages that the CE displays when the user opens an object to which
the main aspect template applies.

Table 5-4 lists the resources used specifically by main aspect templates. In addition to the
resources in Table 5-4, main aspect templates can include any of the resources shown in
Table 5-1 on page 5-78. The resources required by main aspect templates are described in
this section. The resources required for all aspect templates are described in the
preceding sections. All aspect-template resource descriptions are summarized in Table
5-1 on page 5-78.

Note that main aspects can support information pages in addition to supporting a
sublist. For example, a single main aspect can provide the information needed to list a
specific attribute value in a sublist, plus all the properties needed by the information
page displayed when the user double-clicks that line on the sublist.

Table 5-4 Resources used by main aspect templates

Resource
type
' det a'

‘rstr!

‘rstr!

"rstr’

icon
suite

"rstr’
"rst#

"rst#

det n'

rstr'

rstr'

det n'

rstr'

rstr'

Offset of resource ID from signature

resource ID Comments

0 Required for all aspect templates.
KDETTenpl at eNane Required for all aspect templates.
kDETRecor dType Either this resource, the

kDETAt t ri but eType resource, or both
must be included.

KDETAt tri but eType Either this resource, the kDETRecor dType
resource, or both must be included.

kDETAspect Mai nBi t map Required for all main aspect templates.

kDETAspect Ki nd Required for all main aspect templates.

kDETAspect Cat egory Required for records and stand-alone
attributes.

kDETAspect Ext er nal Cat egory Optional.

kDETAspect Cender Optional.

KDETAspect What | s Required for all main aspect templates.

KDETAspect Al i asKi nd Required for all main aspect templates.

kDETAspect Al i asCender Optional.

KDETAspect Al i asWat |'s Required for all main aspect templates.

kDETAspect NewivenuNane Include if the user is allowed to add a new

record or attribute of this type.

continued
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Table 5-4 Resources used by main aspect templates (continued)

Resource Offset of resource ID from signature

type resource ID Comments

"rstr’ kDETAspect NewEnt r yNane Include in a template for a record if the
user is allowed to add a new record of this
type.

"rstr' kDETAspect Nane Include in a template for an attribute if the
user is allowed to add a new attribute of
this type, and if the
kDETAspect Newval ue resource does not
provide a name for the new attribute.

" det b’ kDETAspect Newval ue Include in a template for an attribute if the
user is allowed to add a new attribute of
this type.

"detn’ kDETAspect Subl i st QpenOnNew Optional.

"detw kDETAspect | nf oPageCust omW ndow Include only if you do not want to use the
default information page window.

"detv' kDETAspect | nf oPageCust omW ndow Optional.

kDETAspectMainBitmap

A main aspect template must include an icon suite with a resource ID that has an offset
of kDETAspect Mai nBi t map from the template’s base resource ID. Suppose, for
example, that you prepared an icon suite in a ResEdit file named Al burm cons, that all
of your icon resources had resource IDs of 0, and that your resource base ID was

kMai nAspect . In that case, you could use the following code to include the icon suite in
your main aspect template:

ncl ude "Al bum cons" "I CN#' (0) as

" | CN#' (kMai nAspect
ncl ude "Al bum cons" '"icl4' (0) as

"icl4' (kMai nAspect + kDETAspect Mai nBi t nap, purgeable);
ncl ude "Al bum cons" '"icl 8 (0) as

"icl 8 (kMai nAspect + kDETAspect Mai nBi t nap, purgeable);

+

kDETAspect Mai nBi t map, purgeabl e);

i nclude "Al bum cons" "ics#' (0) as

"ics# (kMai nAspect + kDETAspect Mai nBi t map, purgeable);
i ncl ude "Al bunm cons" 'ics4' (0) as

"ics4' (kMai nAspect + kDETAspect Mai nBi t nap, purgeable);
i ncl ude "Al bum cons"” "ics8' (0) as

"ics8' (kMai nAspect + kDETAspect Mai nBi t nap, purgeable);
ncl ude "Al bum cons" 'SICN (0) as
"SI CN (kMai nAspect + kDETAspect Mai nBi t map, purgeable);
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The icon suite must be included in the main aspect template or specified by your
kDETcndDynam cResour ce code resource routine (page 5-156). Once the icon suite has
been specified, it cannot be changed from a code resource or by the user.

kDETAspectKind

Specify the kind of the record or attribute as it is to be displayed in a sublist with an
RSt ri ng resource with an offset of kDETAspect Ki nd from the template’s base resource

ID.

resource 'rstr' (kM nAspect + kDETAspectKi nd, purgeabl e)

{
"My Kind"

b
This resource must be included in the main aspect template or specified by your
kDETcndDynani cResour ce code resource routine (page 5-156). Once the record or
attribute kind has been specified, it cannot be changed from a code resource or by the
user.

kDETAspectCategory

Specify the categories to which the record or attribute belongs with an RSt r i ng-array
resource with an offset of KDETAspect Cat egor y from the template’s base resource ID.

resource 'rst# (kM nAspect + kDETAspect Category, purgeabl e)
{

{ "Category 1", "Category 2" }
i

The' r st #' resource type is defined as follows:

type 'rst# {
integer = (endOfData - startOfData) / 8;
start O Dat a:
i nteger = $$Count OF (RSt r Array); /* Array size */
array RStrArray {
rstring;
al i gn word;
b
endCf Dat a:
1
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Every record must be assigned to one or more categories. The Catalogs Extension uses
record categories to group records in catalog windows. You also specify record
categories if you include a KDETAspect Recor dCat Dr agl n resource in your template
(see page 5-99). If no template includes a KDETAspect Ext er nal Cat egor y resource,
the CE uses the category name you provide in the KDETAspect Cat egor y resource for
display in the View menu.

You must include a kDETAspect Cat egor y resource in an attribute’s main aspect
template if the template supports a stand-alone attribute—that is, if you do not include a
kDETRecor dType resource in the main aspect template.

Note that an item in a sublist can be of only one kind, but it can be in as many categories
as is appropriate. Thus, the kind resource is a single string of type RSt r i ng, but the
category resource is an array of RSt r i ng strings.

kDETAspectExternalCategory

resource

{

Specify category names to be displayed to the user with an RSt r i ng-array resource with
an offset of KDETAspect Ext er nal Cat egor y from the template’s base resource ID.

"rst# (kMai nAspect + kDETAspect Ext er nal Cat egory, purgeabl e)

{ "Category 1", "Category 2" }

b

5-92

This resource must contain one category name for each name in the

kDETAspect Cat egor y resource, in the same sequence. If you do not include this
resource in the main aspect template, the Catalogs Extension uses the external category
names provided for these categories in any other template available. If no template
provides this resource, the CE uses the names in the KDETAspect Cat egor y resource.
(If more than one template provides a KDETAspect Ext er nal Cat egor y resource, the
CE picks one of them and ignores the others.)

You should use category names in your local language for the kDETAspect Cat egory
resource when you are creating the template. Then, when someone localizes the template
to another language, the person doing the localizing can add a

KDETAspect Ext er nal Cat egor y template to change the names displayed to the user.
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kDETAspectGender

You can specify the gender of the record kind of the record to which this main aspect
applies with a resource of type ' det n' with an offset of KDETAspect Gender from the

template’s base resource ID.

resource 'detn' (kMainAspect + kDETAspect Gender, purgeable) {
1
b
You can use this resource to match the article of the record kind to the gender of the
record kind when you are displaying the kind to the user. The significance of the value in
this resource depends on the language with which it is being used; you can place any

value you wish in this resource, and you are responsible for interpreting it. It is
recommended that you follow the guidelines in Guide to Macintosh Software Localization.

kDETAspectWhatlIs

Each main aspect template must provide a help-balloon string. The Finder displays this
string when the user enables Balloon Help online assistance and moves the cursor over

an object (a record or attribute) of the type to which this main aspect applies. The
help-balloon string is in an RSt r i ng resource with an offset KDETAspect What | s from

the template’s base resource ID.

resource 'rstr' (kMainAspect + kDETAspectVWhatls, purgeable) {
"Fl ue handl e record\n\nA record containing information about a flue

handl e. "

s

kDETAspectAliasKind

To specify the kind of an alias to a record or attribute as it is to be displayed in a sublist,
use an RSt r i ng resource with an offset of KkDETAspect Al i asKi nd from the template’s

base resource ID.

resource 'rstr' (kM nAspect + kDETAspect Al i asKi nd, purgeable)

{
"My kind alias”

b
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kDETAspectAliasGender

To specify the gender of the kind of the alias to a record, use a resource of type ' det n'
with an offset of kDETAspect Al i asGender from the template’s base resource ID.

resource 'detn' (kMai nAspect + kDETAspect Al i asGender, purgeable) {
1

b
The significance of the value in this resource depends on the language with which it is
being used; you can place any value you wish in this resource, and you are responsible
for interpreting it.

kDETAspectAliasWhatls

Each main aspect template must provide a help-balloon string for aliases. The Finder
displays this string when the user enables Balloon Help online assistance and moves the
cursor over an alias to an object (a record or attribute) of the type to which this main
aspect applies. The help-balloon string is in an RSt r i ng resource with an offset
KDETAspect Al i asWhat | s from the template’s base resource ID.

resource 'rstr' (kM nAspect + kDETAspect Al iasWhatls, purgeable) {
"Alias to a flue handle recordin\nAn alias to a record contai ning
i nformati on about a flue handle."

b

kDETAspectNewMenuName

A main aspect template for a record type specifies how new records of that type are to be
added to the containing dNode. Similarly, a main aspect template for an attribute type
specifies how new attributes of that type are to be added to the containing record. To
allow the user to add a new record or attribute, you must supply an RSt r i ng resource
containing the text of the New item for the Catalogs menu or the Add item for the
new-attribute dialog box. The menu name resource must have an ID with the offset
kDETAspect NewvenuNarme from the template’s base resource ID.

resource 'rstr' (rMAspect Resourcel D + kDETAspect NewMenuNane, purgeabl e)
{

"The text for the New nenu item goes here"

b
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IMPORTANT

To allow the user to add a new attribute, you must provide a New
button in your information page, and the property command associated
with that button must use the property number kDETAddNew t em See
Table 5-3 on page 5-86 for a description of this and other special
property numbers. a

kDETAspectNewEntryName

A main aspect template for a record type must also specify the name the Catalogs
Extension should give to newly created records of that type. To provide this name, use
an RSt ri ng resource with an offset of KDETAspect NewEnt r yNane from the template’s

base resource ID.

resource 'rstr' (rMAspect Resourcel D + kDETAspect NewEnt r yName, purgeabl e)
{

"Nanme of new record goes here"

b

kDETAspectName

A main aspect template for an attribute type can specify a default name for newly
created attribute values of that type. To provide this name, use an RSt r i ng resource
with an offset of KDETAspect Name from the template’s base resource ID.

resource 'rstr' (rMAspect Resourcel D + kDETAspect Nanme, purgeabl e)
{

"Nanme of new attribute goes here"
b

For main aspect templates for records, the Catalogs Extension automatically sets the
kDETAspect Nane property to be the name of the record. This property provides the
name the CE displays in the “Name” column in dNode windows.

If you wish to specify a name for an attribute value, you can provide a value for the
kDETAspect Name property in the main aspect template for the attribute. You can
display attribute value names in sublists (use the metaproperty KDETPr Nare for this
purpose); the CE uses attribute value names for stand-alone attributes.

You can store the name of an attribute in the KDETAspect Name property at any time.
You can use the lookup table, a code resource, a KDETAspect Name resource, or any
combination of these methods to provide a value for the KkDETAspect Name property.
You should limit sublist items to one line. Multiline sublist items are not guaranteed to

work correctly.
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Note

For records to be displayed in the Key Chain, your setup main aspect
template must provide a KDETAspect Namne resource to explicitly set
this property. See the chapter “Service Access Module Setup” in Inside
Macintosh: Service Access Modules for complete information about setup
templates. O

kDETAspectNewValue

If the new item is an attribute value, the main aspect template must contain a binary
block resource (type ' det b' ) containing the concatenation of the attribute tag and the
new value. Give this resource an ID with an offset of KDETAspect Newval ue from the
template’s base resource ID.

data 'detb' (kTrackAspect + kDETAspect Newval ue, purgeable) {

$"626E
$" 0000
$" 0000
$" 0000
$" 0000
$" 0000
$" 0000

7279" /1 tag (bnry)

0001" /1 prTrackNunber (1)

0000" /1 prTrackM nutes (1)

0000" /1 prTrackSeconds (1)

0007 3C74 6974 6C65 3E" /1 kDETAspect Name (<title>)
000A 3C63 6F6D 706F 7365 723E" // conposer (<conposer>)

000A 3C63 6F6D 6D65 6E74 733E" // comments (<coments>)

The Catalogs Extension needs the attribute tag, the attribute value, and the attribute type
to add an attribute to a record in an AOCE catalog. When the user clicks the Add button
in your information page to create a new attribute value, the CE gets the attribute type
from the aspect template’s attribute-type resource (see “Specifying Record and Attribute
Types for Templates” on page 5-75) and the tag and initial attribute value from the
kDETAspect Newval ue resource. Once the CE has added the attribute to the catalog
record, the CE uses the main aspect for attributes of that type to display that attribute in
a sublist.

kDETAspectSublistOpenOnNew

5-96

A main aspect template can specify whether the Catalogs Extension should
automatically open an information page for a newly created attribute or record in a
sublist. If you set the value of property kDETAspect Subl i st O(penOnNewto a nonzero
number, the CE automatically opens newly created attributes or records of the type
associated with the main aspect. You can provide a' det n' resource with an offset of
kDETAspect Subl i st QpenOnNew to provide a default value for this property.
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resource 'detn' (kM nAspect + kDETAspect Subli st QpenOnNew, purgeable) {
1
1

Your code resource can change the value of this resource before the CE loads it (see
“Dynamic Creation of Resources” beginning on page 5-154). You can also use the
kDETcndSet Pr opert yNunber callback routine (page 5-227) to change this property
value from a code resource at any time. This resource is optional.

kDETAspectInfoPageCustomWindow

If you want to specify a nonstandard size or location for the information page window
that appears when the user opens the catalog object to which this main aspect applies,
you can provide a' det W resource with an offset of

kDETAspect | nf oPageCust omW ndow from the template’s base resource ID. This
resource also specifies whether a page-selection pop-up menu should be included in the
window.

resource 'detw (kM nAspect + kDETAspect| nfoPageCust omN ndow, purgeable) {
{kCust onPageTop, kCustonPagelLeft, kCustonPageBottom kCustonPageRi ght},
di scl udePopup

b
The' det W resource type is defined as follows:

type 'detw {
rect; /* info-page windowin */
/* gl obal coordinates */
bool ean di scl udePopup, includePopup;/* include a page-selection pop-up? */
al i gn word; /* Future expansion */

b

Note that you can specify no pop-up menu only if there is only one information page for
the object or if you are also providing a' det v' resource in this main aspect template
that provides a pop-up menu of information page names.

If there is more than one information page for the object and you include this resource in
the main aspect template, then all of the information pages have the size you specify in
this resource.

IMPORTANT

If the information page window you specify is too large to be displayed
on the user’s screen, the Finder makes the window smaller, truncating
the bottom and right side of the information page. To be sure an
information page can fit on a Macintosh computer screen of any size,
make it no larger than 322 pixels high by 512 pixels wide. a
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There are two special values you can use for the top left corner of a custom information
page window:

= specify (0, 0) to place the upper-left corner of the window slightly below and to the
right of the upper-left corner of the parent window

= specify (-1, -1) to center the window on the screen

If you want to specify a view list for views that are to be displayed on all the information
pages that appear when the user opens the catalog object to which this main aspect
applies, you can provide a' det v' resource with an offset of

kDETAspect | nf oPageCust om ndow from the template’s base resource ID.

If, as part of this view list, you include a pop-up menu (view type Menu) with a property
number of KDETI nf oPageNunber, the Catalogs Extension displays a pop-up menu
with a list of information page names at the location you specify. Therefore, by
combining a' det W resource with the di scl udePopup flag setand a' det v' resource
with a pop-up menu for selecting information pages, you can create a custom set of
information pages with the pop-up menu at any location you wish. The following view
list displays an icon and a pop-up menu for selecting information pages.

ource 'detv' (kM nAspect + kDETAspect | nfoPageCust omN ndow, purgeable) {
{

{kBi t mapTop, kBitmapLeft, kBitmapBottom kBitnapRi ght},

kDETNoFl ags, kDETAspect Mai nBi t map,

Bi tmap { kDETLargel con };

{kMenuTop, kMenuLeft, kMenuBottom kMenuRi ght},

kDETPopupDynani cSi ze, kDETI nf oPageNunber,

Menu { kDETApplicationFont, kDETApplicationFontSize,
kDETLeft, kDETNormal, "Page", kDETI nfoPageNunber,
r MenuResourcel D };

View lists are described in “View Lists” beginning on page 5-123.

Supporting Drags and Drops

5-98

If your aspect supports drags and drops, your template should include the resources
listed in this section, a code resource that handles drags and drops, or both. Drags and
drops are described in “Drags and Drops” on page 5-28. For more information on how
code resources handle drags and drops, see the descriptions of the KDETcndDr opQuery
(page 5-172) and kDETcndDr opMeQuer y (page 5-170) routines.
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kDETAspectRecordDragln

resource

{

b

When a user drags a record and drops it on another record, the most common result is
that the Catalogs Extension creates an alias to the record and stores it in an attribute in
the target record. When the user drops a record on a record for which you provided an
aspect template, the CE looks for a resource with an ID offset of

kDETAspect Recor dDr agl n from the base resource ID. This resource lists the types of
records that can be dragged into the aspect, paired with the attribute type in which the
CE should store an alias to the record that was dragged. Use the

kDETAspect Recor dCat Dr agl n resource (described next) to specify categories of
records that can be dragged and dropped on the catalog object.

"rst# (kMyAspect Tenpl ate + kDETAspect Recor dDr agl n, purgeabl e)

"Record type 1", "Alias attribute type 1",
"Record type 2", "Alias attribute type 2"

Do not include a KDETAspect Recor dDr agl n resource if you do not want to allow the
user to drop records on this catalog object.

Note

In addition to checking for drag-in resources, the CE calls your code
resource (if any) to check whether the code resource can handle the
drop. A code resource can take an action different from that specified in
the drag-in resources, can handle a drop in the absence of drag-in
resources, and can handle drags and drops for source and destination
objects other than records (as long as either the source or the destination
is an AOCE catalog object). O

See the discussion of drags and drops in “Drags and Drops” on page 5-28 and the
descriptions of the KDETcndDr opQuer y (page 5-172) and kDETcndDr opMeQuery
(page 5-170) routines for more information on this process.

IMPORTANT

If your code resource does not take a different action and you do want
the CE to store an alias to the record in an attribute value, you must be
sure that you have listed the attribute type in your aspect’s lookup table
with the usel nSubl i st and i sSAl i as flags set. Lookup tables are
described in “The Lookup-Table Resource” beginning on page 5-105. a

kDETAspectRecordCatDragln

Instead of or in addition to specifying individual record types of records that can be
dragged and dropped on the record to which the aspect applies, you can specify
categories of records that can be dropped. When the user drops such a record, the
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Catalogs Extension creates an alias to the record and stores it in an attribute (unless your
code resource takes some other action). For each category of record the user can drop,
the resource also lists the attribute type of the new attribute containing the alias to the
record. Do not include this resource if you do not want to allow the user to drop records
on this catalog object.

resource 'rst# (kMyAspect Tenpl ate + kDETAspect Recor dCat Dr agl n, purgeabl e)

{
"Category 1", "Alias attribute type 1",

"Category 2", "Alias attribute type 2"

};
See the preceding discussion of the kDETAspect Recor dDr agl n resource for more
information on drags and drops.

kDETAspectAttrDragln

When a user drags an attribute and drops it on a record, the most common result is that
the Catalogs Extension creates a copy of the attribute and stores it in the target record.
When the user drops an attribute on a record for which you provided an aspect
template, the CE looks for a resource with an ID offset of KkDETAspect At t r Dr agl n
from the base resource ID. This resource lists the types of records that can be dragged
from, the types of attributes that can be dragged into the target record, and the attribute
type the CE should assign to the new copy of the attribute. To indicate any type, you can
use the empty string " for the type of record that can be dragged from.

resource 'rst# (kMyAspect Tenpl ate + kDETAspect AttrDragln, purgeabl e)

{
"Record type 1", "Attribute type 1", "New attribute type 1",
"Record type 2", "Attribute type 2", "New attribute type 2"

b

Do not include this resource if you do not want to allow the user to drop attribute values
on this catalog object.

Note

In addition to checking for drag-in resources, the CE calls your code
resource (if any) to check whether the code resource can handle the
drop. A code resource can take an action different from that specified in
the drag-in resources, can handle a drop in the absence of drag-in
resources, and can handle drags and drops for source objects other than
attributes or records and destination objects other than records (as long
as either the source or the destination is an AOCE catalog object). O
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See the discussion of drags and drops in “Drags and Drops” on page 5-28 and the
descriptions of the KDETcndDr opQuer y (page 5-172) and kDETcndDr opMeQuery
(page 5-170) routines for more information on this process.

kDETAspectDragInString

If your aspect supports drops, you must provide a prompt string for the Catalogs
Extension to display when the user drags and drops an object on the catalog object to
which the aspect applies. You provide this string in an RSt r i ng resource with an ID
offset of KDETAspect Dr agl nSt ri ng from the base resource ID.

resource 'rstr' (rMAspect Tenpl ate + kDETAspect Dragl nString, purgeable)
{

"Do you want to send %3% 3" % he selected items%to *Ox/the/* ~1 “"2"7?"
i
The string ¥8% " 3" % he sel ect ed it ems%helps the CE either insert the name of

the item being dragged (in ~ 3 if it’s a single selection) or insert the substring “t he
sel ected itens” (if it's a multiple-item selection).

The token 1 is the destination’s kind as displayed in the sublist (KDETAspect Ki nd).
The token "2 is the destination's name.

When localizing this resource, replace the string * 0x/ t he/ * with an article consistent
with the destination’s kind (token *1).

You do not have to include this resource if your aspect template does not support drops.

kDETAspectDragInVerb

If your aspect supports drops, you must provide a label for the OK button in the dialog
box that the Catalogs Extension can display when the user drags and drops an object on
the catalog object to which the aspect applies. You provide this label in an RSt r i ng
resource with an ID offset of KDETAspect Dr agl nVer b from the base resource ID.

resource 'rstr' (rMAspect Tenpl ate + kDETAspect Dragl nVerb, purgeabl e)

{
" Send"

b

If you are unsure as to what label to use for this feature, use OK.

You do not have to include this resource if your aspect template does not support drops.

Drag-in verbs are not implemented in the initial release of the AOCE software, but you
should include this resource to support future enhancements to the software.
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kDETAspectDragInSummary

If your aspect supports drops, you should provide a short phrase that describes the
action of dropping an object on the catalog object to which this aspect applies. The
Catalogs Extension can use this phrase in a selection list if more than one aspect can
receive the drop.

resource 'rstr' (rMAspect Tenpl ate + kDETAspect Dr agl nSummary, purgeabl e)
{

"Send itent
b
You do not have to include this resource if your aspect template does not support drops.
Selection lists are not implemented in the initial release of the AOCE software, but you
should include this resource to support future enhancements to the software.
kDETAspectDragOut

If your aspect template’s lookup table includes any attribute types for which you have
set the usel nSubl i st flag, the user might try to drag an attribute of that type from the
sublist to drop it on another object or on the desktop. You can include a resource of type
"rst#' that specifies which attribute types the user is allowed to drag from the sublist.
You must give this resource an ID offset of kDETAspect Dr agQut from the base resource
ID.

resource 'rst# (rMAspect Tenpl ate + kDETAspect DragQut, purgeabl e)

{

{
"First attribute type",

"Second attribute type"
}
1

If you do not provide this resource, the user can drag any attribute types from the
sublist. To prevent the user from dragging any attributes from the sublist, include this
resource but do not specify any attribute types.
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Other Aspect Template Resources

Any aspect template can include the resources listed in this section. In addition to the
resources described here, see Table 5-1 on page 5-78 for a summary of all of the resources
that you can include in an aspect template.

Any property number in the range 0-249

If the information page template has not used a lookup table or code resource to
construct a property for any property number in the range 0-249, the Catalogs Extension
looks for a resource whose ID has an offset from the base resource ID equal to that
property number and uses the value in that resource as the value of the property. You
can use resources of types ' detn' ,' rstr',or' detb' for this purpose.

You must be careful to ensure that none of your property numbers conflict with the
resource ID numbers defined in the AOCE header files. To do so, use the value
KDETFi r st DevPr oper ty for your first property number and increment each
additional property number by 1.

kDETAspectViewMenu

The user can sort a sublist in an information page by any of a number of different
properties, just as users can sort lists in the Finder by name, kind, date, and so forth. The
user can use the View menu to select the property to use for sorting. If your aspect
template supports a sublist (that is, if the lookup table includes any attribute types for
which you have set the usel nSubl i st flag), you should provide a resource of type
"detm to specify the properties that can be used for sorting. You must give this
resource an ID offset of KDETAspect Vi ewienu from the base resource ID.

resource 'detm (rMAspect Tenpl ate + kDETAspect Vi emenu, purgeabl e)

{

r MyAspect Resour cel D + kDETAspect Vi ewvenu,
{

kPr Nane, "By Nane";

-kPr Age, "By Age";

}
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The' det m resource type is defined as follows:
type 'detm as 'fmu';

For each property by which the sublist may be sorted, you must provide the property
number followed by the text that appears in the View menu.

Normally, the Catalogs Extension sorts items in ascending alphanumeric order. To have
the items sorted numerically rather than alphanumerically (that is, taking the value of
the property as a number rather than a text string), use the negative of the property
number. Numeric sorting is descending by default (matching the Finder’s normal
procedure of sorting sizes and dates in descending order).

For a way to let users sort items in a sublist without using the View menu, see the
description of the St at i cCommandText Fr onVi ewview type on page 5-128.

kDETAspectReverseSort

If you want to sort any properties of items in a sublist in reverse order—that is,
descending alphanumeric or ascending numeric order— you must list its property
number in a resource of type ' det p' . You must give this resource an ID offset of
kDETAspect Rever seSort from the base resource ID. The resource can list any
property that you have already listed in a KDETAspect Vi emvenu resource.

resource 'detp' (rMAspectTenpl ate + kDETAspect ReverseSort, purgeabl e)
{

{ kPrAge }
b

The' det p' resource type is defined as follows:

type 'detp' {
integer = $$Count O (Sort Array); [/* Number of itens */
array SortArray {
i nteger; /* Property nunber */
1
b
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kDETAspectBalloons

resource

{
{

Your aspect template should provide help-balloon strings for any properties that can
appear in an information page. The Finder displays a help-balloon string when the user
turns on Balloon Help assistance and positions the mouse over a view. For each property
you define, you should provide two strings: one to be presented if the property is
editable and one to be presented if the property is not editable. The first pair of strings in
the resource is used for property number KDETFi r st DevPr oper t y; the second pair of
strings is for property number KDETFi r st DevProperty + 1; and so forth.

Use a resource of type ' r st #' to specify the help-balloon strings. You must give this
resource an ID offset of kDETAspect Bal | oons from the base resource ID.

"rst# (rM/Aspect Resourcel D + kDETAspect Bal | oons, purgeabl e)

"The foobar’s age.",
"The foobar’s age. Uneditable because the foob is | ocked or access is

restricted. ",

"The foobar’s size.",
"The foobar’s size. Uneditable because the foob is | ocked or access is

}

restricted."”

The Lookup-Table Resource

You can use a lookup-table resource in an aspect template to parse attribute values into
properties and properties into attribute values. An aspect-template lookup table contains
an entry for each type of attribute value to be translated into and from properties.
Attribute values to be translated into properties come from two sources:

= Attribute values in the record or attribute to which the aspect applies. For each
attribute type for which the lookup table contains a pattern, the lookup table
automatically processes all of the attribute values with that attribute type in this
record or attribute.

= Attribute values sent to the lookup table by the code resource. You can use the code
resource callback routine KDETcndBr eak At t r i but e (page 5-224) to send to the
lookup table an attribute value from anywhere within or outside of an AOCE catalog.

Each lookup-table entry includes a list of attribute types, an attribute tag, a flags field,
and a pattern that specifies the mapping between attribute values and properties. The
attribute types and tag specify the types of attribute values to be processed. Use a tag
value of 0 to process all tag types. The flags further qualify how and when the table entry
should be used. The lookup-table flags are shown in Table 5-5 on page 5-109.
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In many cases, the translation pattern consists of a single item—indicating that the
attribute value maps to a single property. However, it is possible to have much more
complex patterns, including variable-length and repeating elements. Figure 5-24 on
page 5-107 illustrates the format of a lookup table. There is one entry for each type of
data block to be parsed (that is, each attribute value with a specific combination of
attribute type and attribute value tag), and each entry contains a list of pattern elements.
Each pattern element contains three parts: a format, which drives the parsing process; a
property number, telling where to store the result (which may be KDETNoPr operty if
no result should be stored); and an “extra” parameter, which is used by some of the
pattern types to specify a second property number. Basic lookup-table pattern elements
are shown in Table 5-6 on page 5-111.

Note that a specific attribute might contain more than one attribute value with the same
tag, and you might want to parse these values differently. The lookup-table format
includes conditional elements and pattern elements that let you identify each kind of
attribute value and process each one appropriately. Lookup-table elements for repeating
patterns are shown in Table 5-9 on page 5-115, and elements for conditional patterns are
shown in Table 5-7 on page 5-112.

The Catalogs Extension sends any pattern element whose type begins with an uppercase
letter to the code resource for processing; see the description of the kDETcndPat t er nl n
routine on page 5-182 for details.

When the CE uses lookup-table patterns to create or update attribute values, a pattern
entry can combine any number of property values into a single attribute value. When the
user closes an information page, the CE checks whether any properties have changed. If
it finds one that has, the CE calls the aspect’s code resource (if there is one) with the
kDETcndVal i dat eSave routine selector (page 5-168). If the code resource does not
want the new property value saved, it returns an error. If the code resource returns
noErr or kDETDi dNot Handl e, the CE processes all the entries in the lookup table that
have the useFor Qut put flag set and that include the property that has changed.

You can provide separate lookup-table entries for input (that is, converting attribute
values into property values) and output (converting property values into attribute
values), or you can specify that a single entry be used for both purposes.
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Figure 5-24 Lookup-table format

| count=3
| count =1
[“Nare’
typeBi nary

count=1

| count=1

count=3

| count=1

count=1

‘rstr’ —
pr Name —

|“Birth date” |——
typeBi nary —

‘wor d’ —
pr Year —

‘byte’ —
pr Mont h —

“byte’ I

pr Day —

|“|Vthr’s Name” ———
typeBi nary —

‘rstr’ —
pr Mot her —

Attribute type
Attribute tag
Flags

Element type
Property number Pattern element
Extra

Attribute type
Attribute tag
Flags
Element type )

Property number — Pattern element
Extra W,
Elementtype )
Property number — Pattern element
Extra i,
Elementtype )
Property number — Pattern element

Extra i,

Attribute type
Attribute tag
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kDETAspectLookup

You specify a lookup table with a resource of type ' dett' with an offset of
kDETAspect Lookup from the template’s base resource ID.

resource 'dett’

{

{"Nane"}, typeBinary,

useFor | nput, useFor Qut put, notlnSublist,
{
"rstr', prNane, O; /1 nane
s

{"Birthdate"}, typeBinary,

useFor | nput, useForQutput, notlnSublist,

(r MyAspect Resourcel D + kDETAspect Lookup

i sNot Al i as,

i sNot Al i as,

i sNot Al i as,

pur geabl e) {

i sNot Recor dRef

i sNot Recor dRef

birth

i sNot Recor dRef ,

{
"word', prYear, O; /1 year of birth
"byte', prMnth, O; /1 nonth of
"byte', prDay, O; /1 day of birth
1

{"Mhr's Nane"}, typeBinary,

useFor | nput, useFor Qut put, notlnSublist,
{
"rstr', prMother, O; /1 nmother's name
s

The format for a lookup-table resource is as follows:

type 'dett' {
i nteger = $$Count OF (Attri buteArray);
array AttributeArray {
i nteger = $3Count OF (TypeArray) ;
array TypeArray {

/*

/*

RSt ri ng[ 32]; /*
1
| ongl nt; /*
/* Flags */
bool ean not For | nput, useForl nput; /*
bool ean not For Qut put, useForQutput; /*
bool ean not I nSublist, uselnSublist; /*
bool ean i sNot Ali as, isAlias; /*
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bool ean i sNot RecordRef, isRecordRef;/* reserved; use isNotRecordRef */

al i gn word; /* reserved */
i nteger = $$Count O (PatternArray); [/* pattern array size */
array PatternArray {

[ ongi nt; /* pattern element type */
i nteger; /* property nunber */
i nt eger; /* extra paraneter */
1
IMPORTANT

The pattern element types in lookup tables are case sensitive. Thus, the
following two patterns are nof equivalent:

"word', prYear, O;
"byte', prMnth, O;
};
{

"Wrd', prYear, O;
"Byte', prMnth, O;
b
The Catalogs Extension would interpret the pattern element types
"word' and' byte' asstandard types, but would send ' Wor d' and
"Byt e' to the code resource for processing. a

The flags field in each entry in the lookup table contains several bits that help select and
control the translation process. Table 5-5 shows the currently defined flags (the rest are
reserved for future use, and should be set to 0).

Table 5-5 Lookup-table flags

Flag Meaning

useFor | nput Use this table entry for translating attribute values to properties.
useFor CQut put Use this table entry for translating properties to attribute values.
usel nSubl i st Include this attribute value in the sublist. This flag is used in

aspect templates of records only. You must set this flag for each
attribute type that you want included in the sublist of any
information page that has a sublist and that uses this aspect. You
should limit sublist items to one line. Multiline sublist items are
not guaranteed to work correctly.

i sAlias The resulting entry in the sublist is an alias. This flag applies only
to attributes in a sublist that hold aliases. If the usel nSubl i st
flag is not set, the CE ignores this flag.

i sRecor dRef Reserved; use the i sNot Recor dRef value for this flag.
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The Catalogs Extension uses the mapping of properties to attributes provided by the
lookup table to check the user’s access privileges for each attribute and to mark each
property accordingly as either editable or uneditable. The CE can then use this
information to allow or prevent a user from making changes in an information page. The
CE assumes that properties not associated with any attribute are “internal” and therefore
always editable (unless you explicitly make them uneditable with the

KDETcndSet Pr opert yEdi t abl e callback routine described on page 5-232).

When processing an output pattern (a lookup-table element that has the useFor Qut put
flag set), the CE changes an existing attribute value if there is one or creates a new
attribute value if one does not already exist. However, if there is no input pattern for that
attribute type in the lookup table, the CE has no way of knowing an attribute value
already exists, and so it creates a new one every time it processes the output pattern. In
that case, the record ends up containing multiple attribute values corresponding to a
single set of properties. Therefore, you must observe this rule:

IMPORTANT

You must always include an input pattern for every attribute type for
which you provide an output pattern. a

If your lookup table or code resource writes a zero-length attribute value, the CE deletes
that attribute value from the record. Note that an attribute type that contains an

RSt ri ng (for example) would not have zero-length attribute value unless the entire

RSt ri ng structure were removed; a zero-length RSt r i ng still contains a length and a
script code.

The input pattern can be separate from the output pattern, if you wish, and can be empty
except for the resource declaration, the attribute type, the attribute tag, and the flags field.

Note

A lookup table can contain only one input pattern and one output
pattern for each attribute type. Therefore, although the CE places no
restriction on the number of attribute values that can be assigned to each
attribute type, lookup-table patterns are designed to work only for those
multivalued attributes that appear in sublists.

Multivalued attributes normally appear only in sublists, and the input
and output patterns for an attribute in a sublist are normally located in
the main aspect for that attribute type, not in the lookup table for the
information page that contains the sublist. Therefore, you will not
usually set the usel nSubl i st flag and the useFor | nput or

useFor Qut put flags for the same pattern element.

However, see “Conditional Element Types” on page 5-112 for pattern
elements that you can use to develop exceptions to these rules. O
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Basic Element Types

A number of pattern element types are available to process single pieces of the pattern.
Table 5-6 shows the basic lookup-table element types available.

Table 5-6

Basic lookup-table element types

Element type

byt e’
wor d'
| ong'

pstr'

rest'

Data format

Byte (8 bits)

Word (16 bits)

Long word (32 bits)

Pascal-style string (8-bit length)
Pascal-style string (16-bit length)
C-style (null-terminated) string
RSt ri ng data structure
4-character type

Block of data; the “extra parameter” field holds the
number of bytes

Binary bit (8 per byte)
Align to byte boundary
Align to word boundary
Align to long boundary.

Process the following element and pad it to the size
specified in the extra field, using zero fill. (Used for
fixed-width fields.)

Take everything remaining in the attribute value and
put it into a property.

Property type
Number

Number
Number
RString
RString
RString
RString
RString
Binary

Number
None
None
None

None

Binary

Listing 5-9 shows the use of basic lookup-table elements to parse an attribute of type
Album Track Info into several properties (the number of tracks and the hours, minutes,
and seconds of playing time).

Listing 5-9

/1l Properties

#defi ne prNuniracks

Lookup table with basic elements

kDETFi r st DevPr operty

#def i ne pr Pl ayi ngTi neHour s kDETFi r st DevProperty + 1
#defi ne prPl ayi ngTi neM nutes KDETFi rst DevProperty + 2
#define prPlayi ngTi mreSeconds kDETFi rst DevProperty + 3
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/1 Lookup table
resource 'dett' (kMyAspectResourcel D + kDETAspect Lookup, purgeable) {

{

{"WAVE Al bum Track Info"}, typeBinary,
useFor | nput, useForQutput, notlnSublist, isNotAlias, isNotRecordRef,

{

b

s

"word', prNumfracks, O;

"long', prPlayingTineHours, O;
"long', prPlayingTi reM nutes, O;
"long', prPlayingTi neSeconds, O;

Conditional Element Types

5-112

Lookup tables also provide several element types that implement “if” statements. The
element type indicates the test to be performed, the property number indicates which
property to test, and the extra field of the element indicates a property number of the
property against which the test is performed. If the condition in the test is met, the
following element or block is executed. Otherwise, the following element or block is
skipped. You can test against a constant value either by using one of the constant
property numbers—allowing comparisons against constants in the range 0-249—or by
using a resource-based static property. The conditional elements for lookup tables are
shown in Table 5-7.

Table 5-7 Conditional elements for lookup tables

Element type Pattern

' equa’ Value of the property specified by the “property number” field equal
to value of the property specified by the “extra parameter” field (any
type)

"nteq Value of the property specified by the “property number” field not
equal to value of the property specified by the “extra parameter” field
(any type)

"l ess’ Value of the property specified by the “property number” field less

than value of the property specified by the “extra parameter” field
(long integers only)
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Table 5-7 Conditional elements for lookup tables (continued)

Element type Pattern

'grea’ Value of the property specified by the “property number” field greater
than value of the property specified by the “extra parameter” field
(long integers only)

"l eeq Value of the property specified by the “property number” field less
than or equal to value of the property specified by the “extra
parameter” field (long integers only)

‘greq' Value of the property specified by the “property number” field greater
than or equal to value of the property specified by the “extra
parameter” field (long integers only)

You can use the ' p: =p' element type to set a property equal to the value of an existing
property. The property fieldina' p: =p' element indicates the destination property. The
source property is given by the extra field. The source property (that is, the extra field)
can specify a resource.

Listing 5-10 tests whether an album has a playing time of over 1 hour. If it does, the
lookup table sets the property pr LongPl ay tot r ue.

Listing 5-10 Lookup table with conditional elements

resource 'dett' (kMyAspectResourcel D + kDETAspect Lookup, purgeable) {
{
{"WAVE Al bum Track Info"}, typeBinary,
useFor | nput, useForQutput, notlnSublist, isNotAlias, isNotRecordRef,

{
"word', prNunfracks, O;
"long', prPlayingTi meHours, O;
"long', prPlayingTi reM nutes, O;
"long', prPlayingTi neSeconds, O;
"p:=p', prlLongPlay, kDETFal seProperty;
‘greq', prPlayingTi meHours, kDETConstantProperty + 1;
"p:=p', prLongPl ay, kDETTrueProperty;
1
}
b
Block Elements

You can use block elements to form more complex patterns. You form a block by
surrounding a list of elements with the' ((((' and'))))"' elements (Table 5-8). The
block is then treated conceptually as a single element. Block elements are particularly
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useful with repeating and conditional elements. In addition, if the destination property
for the' ((((' element is something other than KDETNoPr oper t y, everything
described by the block is put into the specified property as a binary block. (The
destination property of the ' ))) )" element must always be KkDETNoPr operty.)

Table 5-8 Block elements for lookup tables
Element type Pattern

e Begin block

"I)))’ End block

Listing 5-11 illustrates the use of the block elements (' ((((' and'))))"' ) witha
conditional element. This lookup table tests whether an album has a playing time of over
1 hour. If it does, the lookup table sets the property pr LongPl ay to t r ue and the
property pr Comment s to “Long-play album.”

Listing 5-11 Lookup table with block elements

/1 Properties

#def i ne prNumlracks kDETFi r st DevPr operty

#def i ne pr Pl ayi ngTi neHour s kDETFi r st DevProperty + 1
#def i ne prPl ayi ngTi reM nutes kDETFi r st DevProperty + 2
#define prPlayi ngTi mreSeconds kDETFi rst DevProperty + 3
#def i ne prComment s kDETFi r st DevProperty + 4
#def i ne prLongPl ayComent kDETFi r st DevProperty + 5

resource 'rstr' (kMyAspect Resourcel D + prLongPl ayComment, purgeable) {
"Long- pl ay al bunt
b

/1 Lookup table
resource 'dett' (kMyAspectResourcel D + kDETAspect Lookup, purgeable) {
{
{"WAVE Al bum Track Info"}, typeBinary,
useFor | nput, useForQutput, notlnSublist, isNotAlias, isNotRecordRef,
{
"word', prNunflracks, O;
"long', prPlayingTi neHours, O;
"long', prPlayingTi reM nutes, O;
"long', prPlayingTi mreSeconds, O;
"p:=p', prLongPl ay, kDETFal seProperty;
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‘greq', prPlayingTi meHours, kDETConstantProperty + 1;
"((((', kDETNoProperty, O;

"p:=p', prLongPl ay, kDETTrueProperty;

"p:=p', prComments, prLongPl ayComent;

"))))', kDETNoProperty, O;

b
}
b
Listing 5-16 on page 5-131 illustrates the use of conditional and block elements in the
implementation of a conditional view.
Size Element Types

Lookup tables provide pattern elements that create patterns of a specific size. Table 5-9
shows lookup-table elements you can use for this purpose. An attribute created by one of
these pattern elements begins with a length (either a byte, word, or long integer,
depending on the element), which is followed by data. The data is in the format specified
by the next pattern element. You can use the block elements shown in Table 5-8 on

page 5-114 to specify more complex formats for the data. If the data is longer than the
pattern element used to format it, the pattern element is repeated as many times as
necessary. You can use one of these elements to ensure that a particular attribute is of a
specified size and format so that it can be read by a program external to the AOCE
catalog system or by a CSAM.

A property created by one of these pattern elements is of property type Binary and of the
size specified by the length byte, word, or long integer in the attribute.

Table 5-9 Lookup-table elements that create patterns of a specific size
Element
type Pattern Property type
"bsiz' Byte-sized size, followed by enough repeats of Binary
the following element to use that many bytes (property does not
include size byte)
"wsi z' Word-sized size, followed by enough repeats Binary
of the following element to use that many (property does not
bytes include size word)
"Isiz Long word-sized size, followed by enough Binary
repeats of the following element to use that (property does not
many bytes include size long word)
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The code fragment in Listing 5-12 stores two properties that are variable-length text
strings in a sized attribute. A CSAM or other program reading this attribute from the
record could determine how many bytes to read from the length word without having to
interpret the constituent RSt r i ng structures.

Listing 5-12 Lookup table with size and block elements

/1 Properties
#def i ne pr Al bumNane kDETFi r st DevProperty
#defi ne prPublisher Nane kDETFi r st DevProperty + 1

/1 Lookup table
resource 'dett' (kMyAspectResourcel D + kDETAspect Lookup, purgeable) {

{

{"WAVE Al bum Nare Info"}, typeBinary,
useFor | nput, useForQutput, notlnSublist, isNotAlias, isNotRecordRef,

0029

{

}s

"wsi z', kDETNoProperty, O;
"(((('", kDETNoProperty, O;
"rstr', prA bumNane, O;

"rstr', prPublisherNane, O;
'))))', kDETNoProperty, O;

In this case, your information page template would assign the pr Al burNane and

pr Publ i sher Nane properties to edit-text fields (see “View Lists” beginning on

page 5-123). Your default value for each property should be a helpful text string such as
“<enter text here>".

Suppose the user types the string “Apple’s Top Hits” in the album name field and closes
the information page. When it processes the lookup-table entry in Listing 5-12, the
Catalogs Extension creates an attribute of type WAVE Album Name Info with the
attribute tag t ypeBi nary. On a roman script system (the script code is smRonman = 0),
the attribute-value data looks like this:

0000 0010 4170 706C 6527 7320 546F 7020 4869 7473 "....Apple's Top Hits'

0000

5-116

0011 3C65 6E74 6572 2074 6578 7420 6865 7265 3E '....<enter text here>'

The block of data begins with a word length (the length of the block of data, not
including the length word itself), followed by two RSt r i ng structures. Each RSt r i ng
begins with the script code (which is $0000 for roman script) followed by a length word
followed by the string. Notice that the CE writes the value of the second string even
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though it has not been changed, because the CE always fully specifies an attribute when
any property derived from that attribute has changed.

The next time the user opens this information page, the CE looks through the lookup
table for every attribute type for which the useFor | nput flag has been set. In this case,
it finds the attribute type WAVE Album Name Info and finds one attribute value of this
type, which has the attribute tag t ypeBi nary. The CE finds the entry shown in Listing
5-12, which has this attribute type and tag type, and applies it to the data in the attribute
value.

Because the lookup-table entry is of element type ' wsi z' , the CE knows the first word
of the data indicates the length of the rest of the data block. The rest of the lookup-table
entry indicates that the data block consists of two RSt r i ng structures, so the CE reads
the length, script code, and string from the first RSt r i ng structure and stores the value
in the property pr Al bunNane. It then reads the second RSt r i ng the same way,
assigning the value to the property pr Publ i sher Name. The CE stores all strings
internally as RSt r i ng structures (see Table 5-2 on page 5-85).

You normally include a destination property for either a size element, for a block
element, or for each element within the block, and make the destinations of all the other
elements KDETNoPr oper t y. To illustrate why this is so, Listing 5-13 shows a
lookup-table entry similar to the one in Listing 5-12 except that, in Listing 5-13, the
destination property for the' wsi z' element is pr Nares rather than kDETNoPr operty.

Listing 5-13 Lookup-table entry with a destination property for the ' wsi z' element type

/1 Properties

#def i ne pr Al burmName kDETFi r st DevPr operty
#defi ne prPublisher Nane kDETFi r st DevProperty + 1
#def i ne pr Nanes kDETFi r st DevProperty + 2

/1 Lookup table
resource 'dett' (kMyAspectResourcel D + kDETAspect Lookup, purgeable) {

{"WAVE Al bum Nanme I nfo"}, typeBinary,

useFor | nput, useForQutput, notlnSublist, isNotAlias, isNotRecordRef,

{

b

"wsiz', prNanes, O;

"(((('", kDETNoProperty, O;
"rstr', prA bumNane, O;
"rstr', prPublisherNane, O;
'))))', kDETNoProperty, O;
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In the case of Listing 5-13, when the user types a new value into the album name or
publisher name field and closes the information page, the CE first checks whether the
binary property pr Nanes already exists. If not, the CE uses the new value to create an
attribute of type WAVE Album Name Info with the attribute tag t ypeBi nary, exactly as
it did for the lookup-table element in Listing 5-12 on page 5-116. If the property

pr Names exists, however (as it would if the code resource had already created it), the CE
uses the value of the property pr Nanes to create the attribute, ignoring the block
following the ' wsi z' element and therefore ignoring the new value typed in by the user.

In either case, the next time the user opens the information page, the CE creates the
binary property pr Nanes from the value of the attribute WAVE Album Name Info. After
creating the property pr Nanes, the CE uses the same attribute value to create the

RSt ri ng properties pr Al bunNane and pr Publ i sher Nane, as it did for the
lookup-table element in Listing 5-12 on page 5-116.

Because the property pr Nanes exists, the CE ignores the block following the ' wsi z'
element and uses the value of the property pr Nanes to create the attribute. Therefore, if
the user changes the value of the property pr Al bunNane or pr Publ i sher Nang, the
value of the property pr Nanes is not affected, and the changes to pr Al bunName and
pr Publ i sher Nane are not saved. For this reason, you would normally include a
destination property for either the size element, for the block element, or for each
element within the block, and make the destinations of all the other elements

KDETNoPr oper t y. If you have some special need to maintain properties for both the
block element or the size element and the constituents of the block, you must use your
code resource to update property values.

Providing Your Own Pattern Elements

5-118

The Catalogs Extension passes to the aspect template’s code resource any pattern
element type that begins with an uppercase letter. The code resource can then process
that portion of the attribute value or property. You can freely mix together built-in and
code resource pattern elements.

When creating or changing attribute values, the CE processes only those properties that
have changed and that are included in the list of properties in the lookup table. Because
you can use a code resource routine invoked by a single pattern element to process any

number of properties, you must use the following pattern element to list each property

that your code resource processes:

Element type Pattern

" prop' Include this property in the lookup table

The' prop' pattern element lets you associate properties with a lookup table, so that the
CE uses that lookup table when those properties need to be saved.
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Overriding Default Property-Type Assignments

Each property has a type (see “Properties” beginning on page 5-84). The Catalogs
Extension automatically converts between types as needed. The type of the property is
taken from the pattern. In most cases, the type is determined automatically—' byt e
pattern elements produce number type properties; ' r str' pattern elements produce
string type properties; and so forth. Two pattern elements are provided to allow you to
override the default type determination:

Element type Pattern
"styp' Set the type of the property to the value in the “extra parameter” field
"btyp' Use the value of the “extra parameter” field as the type of all

subsequent “binary” properties—for instance, ' ((((',"' rest",
"bsiz'," wsiz' elements

You can use the' styp' and' btyp' element types to assign custom property types to
properties. The CE calls your code resource when necessary to convert between your
custom property types and standard property types; see “Custom Property-Type
Conversions” beginning on page 5-188.

Canceling Pattern Processing

Lookup tables provide an element type that aborts processing of the pattern.

Element type Pattern
"abrt’ Abort processing of the pattern

The ' abrt' lookup-table element stops the processing of the pattern but does not abort
the process of reading or writing the attribute value.

Components of Information Page Templates

Information page templates specify the layout and provide the functions of the
information pages that users see when they open a record or attribute. The primary
content of an information page template is one or more view lists, indicating where on
the information page to place the fields (or views) that display information to users and
allow them to edit that information.

The Catalogs Extension fills in the views from an aspect specified by the information
page. A view list specifies only the property numbers of properties in that aspect. All of
the information in the main part of an information page (that is, all of the information
page except for items in a sublist) comes from the same, specified aspect.
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An information page template can contain the resources listed in Table 5-10.

Table 5-10

Resources in information page templates

Resource
type
"deti’

rstr'

rstr'

rstr'

"detn'

" det v’

"rstr’

"rstr'

"det ni

5-120

Offset of resource ID from signature
resource ID

0

kDETTenpl at eNane

kDETRecor dType

kDETAt tri but eType

kDETAt tri but eVal ueTag

The resource ID of a view list is
independent of that of the
information page signature
resource.

kDETI nf oPageMai nVi ewAspect

kDETI nf oPageNane

kDETI nf oPageMenuEnt ri es

AOCE Templates Reference

Purpose of resource

Identifies template as information page and
provides a base resource ID. Required for all
information page templates.

Name of template. Required for all information
page templates.

Type of record to which the template applies.
Either this resource, the kDETAt t ri but eType
resource, or both must be included.

Type of attribute to which the template applies.
Either this resource, the kDETRecor dType
resource, or both must be included.

Attribute tag of attributes to which the template
applies. You can provide this resource if you
have also provided the KDETAt t ri but eType
resource. If you don’t provide this resource, the
template applies to attributes with any tag value.

View list. An information page template can
contain any number of view lists describing
specific items in the information page and in the
sublist (if any). The information page signature
resource lists the resource IDs of all of the
applicable view list resources. Each information
page must have at least one view list if it is to
provide any useful information.

The name of the aspect template whose aspect
provides all of the properties for the views in the
main portion of the information page. This
aspect also lists the objects that go in the sublist
(if any). Required for every information page
template.

The name of the information page that appears
in the page-selection pop-up menu. Required for
all information pages that appear in a
page-selection pop-up menu.

A list of items that the CE adds to the end of the
Catalogs menu. When the user chooses one of
these items, the CE calls the code resource of the
aspect. Optional.
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Information Page Template Signature Resource

The information page seen by the user is the combination of one or more view lists
specified by the template. The signature resource of the information page lists the
resource IDs of the view lists to be used in the main and icon-list parts of the information
page. Each view list resource ID is preceded by two property numbers. The view list is
displayed only if the contents of the two properties are equal or if either property equals
kDETNoPr oper t y. This feature allows you to enable or disable a view list according to
the current values of properties in the associated aspect. Thus, an information page can
change to include different views according to the current state of the record or attribute
represented by that page.

The signature resource also specifies the sort-order number of the information page, the
presence or absence of a sublist in the information page, and the rectangle that contains
the sublist. The Catalogs Extension displays the information pages in the sequence
indicated by their sort-order numbers. When creating several information pages for a
single catalog object, you should assign sort-order numbers at intervals of 1000 (1000,
2000, 3000, and so on) to allow a new page to be easily inserted between two existing
pages.

The signature resource includes a Boolean value that indicates whether the first edit-text
field of the information page should be automatically selected when the information
page is opened. If you set this value to sel ect Fi r st Text, the CE selects the first
edit-text field when a user opens the information page (as is usual for a dialog box). If
you set this value to noSel ect Fi r st Text, no field is initially selected. For most
information pages, you should set the Boolean value to noSel ect Fi r st Text to lessen
the likelihood that users will change a field unintentionally.

‘deti’ Resource

The signature resource for an information page template is of type ' deti ' .

type '"deti' {

| ongl nt = kDETI nf oPageVer si on; /* tenplate format version */
[ ongl nt ; /* sort order */
rect; /* rectangle to put sublist in */

bool ean sel ect First Text, noSel ect Fi rst Text;
/* select the first text field
when i nf o- page opens? */

al i gn word; /* reserved */

i nteger = $$Count O (Header Vi ewAr r ay) ;

array Header Vi ewArray { /* the header view lists */
i nteger; /* property 1 */
i nteger; /* property 2 */
i nt eger; [* 'detv' |ID*/
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1
i nteger = $$Count Of ( Subvi ewVi ewArray) ;
array Subvi ewi ewArray { /* the subview view lists */
i nteger; /* property 1 */
i nt eger; /* property 2 */
i nt eger; [* 'detv' ID*/
1

Listing 5-14 is an example of an information page template signature resource. This
resource specifies four view lists. The first describes a view that always appears on the
information page. The second and third are conditional views; each appears on the
information page only if the two properties associated with that view are equal (or if
either property number equals KDETNoPr oper t y). In Listing 5-14, the view list with an
ID of r Myl nf oPage + 1 appears if the property pr Enabl el equals

kDETZer oPr operty (thatis, 0) and the view listr Myl nf oPage + 2 appears if

r Enabl el equals kDETOnePr operty (thatis, 1). The fourth view list in Listing 5-14
describes a line in the sublist and is always enabled.

Listing 5-14 Information page signature resource with conditional views

resource 'deti' (rMlnfoPage, purgeable) {

1000, /'l sort order
kDETSubl i st Rect, /1 rect for sublist
noSel ect Fi r st Text,

{

/1 Viewlist for main part of w ndow.

kDETNoProperty, kDETNoProperty, rM/I nfoPage; /1 al ways enabl ed

/1 Viewlists for conditional views in main part of w ndow

pr Enabl el, kDETZeroProperty, rM/I nfoPage + 1; /1 enabled if prEnablel
/1l property is O

pr Enabl el, kDETOneProperty, rM/InfoPage + 2; /'l enabled if prEnablel
/1l property is 1

1

/1 View lists for sublist:

{
kDETNoProperty, kDETNoProperty, rMIlnfoPage + 3;// always enabl ed

}

Listing 5-16 on page 5-131 further illustrates the implementation of conditional views.
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If the information page has no sublist, you can use the following sublist rectangle:

#defi ne kDETNoSublistRect {0, 0, 0, 0}

A view list specifies individual items on the information page. Each item in the list
includes the graphic rectangle containing the view, the number of the property that
provides the information to be displayed, the type of view, and information specific to
that view type. A view list need not use all of the properties in the aspect. On the other
hand, a single property can provide information for more than one view. For example, a
set of three radio buttons would require three views in a view list but could all display
the information in a single property.

‘detv’ Resource

type 'detv'
| ongi nt
| ongi nt
| ongi nt
i nt eger
| ongi nt
| ongi nt
| ongi nt
| ongi nt
i nt eger
| ongi nt
| ongi nt

i nt eger

A view list is defined by the ' det v' resource type.

{

1
coooo0909o909o00

$$Count O (ItemArray);/* count */

array ltemdrray {

rect; /* bounds of the view */

| ongi nt = O; /* position flags (preset by CE) */

| ongi nt; /* flags (described following this struct) */
i nteger; /* property nunber */

switch { /* class of view */

case StaticText FronVi ew.

key longint = 7750;/* class ID */
i nteger; /* font ID */
i nteger; /* font size */
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i nteger; /* justification */
i nt eger; /* style */
pstring; [* string to display */

case Stati cCommandText FronVi ew.
key longint = 22250;/* class ID */

i nteger; /* font ID */

i nt eger; /* font size */

i nt eger; /* justification */

i nteger; /[* style */

pstring; /* string to display */
al i gn word; /* reserved */

| ongi nt; /* property conmmand */
i nt eger; /* command paraneter */

case StaticText:

key longint = 3250;/* class ID */

i nt eger; /[* font ID */

i nteger; /* font size */

i nt eger; /* justification */
i nt eger; [* style */

case Edit Text:

key longint = 8250;/* class ID */

i nteger; /* font ID */

i nt eger; /* font size */

i nt eger; /* justification */
i nteger; /[* style */

case Bitmap:

key | ongint = 6250;
i nt eger; /* size */
case Box:
key longint = 4750;/* class ID */
i nt eger; /* box attributes */

case Defaul t Button:
key longint = 7250;/* class ID */

i nteger; /* font ID */

i nt eger; /* font size */

i nt eger; /* justification */
i nteger; /[* style */
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pstring; /* label for button */
align word; /* reserved */
[ ongi nt; /* property command */

case Button:
key longint = 21000;/* class ID */

i nteger; /* font ID */

i nt eger; /* font size */

i nt eger; /* justification */

i nteger; /[* style */

pstring; /* label for button */
al i gn word; /* reserved */

| ongi nt; /* property conmmand */

case CheckBox:
key longint = 21250;/* class ID */

i nt eger; /* font ID */

i nt eger; /[* font size */

i nteger; /* justification */

i nt eger; /* style */

pstring; /* | abel for checkbox */
al i gn word; /* reserved */

| ongi nt ; /* property command */

case Radi oButton:
key longint = 21500;/* class ID */

i nt eger; /[* font ID */

i nteger; /* font size */

i nt eger; /* justification */

i nt eger; [* style */

pstring; /* label for button */

align word; /* reserved */

[ ongi nt; [* property comrand */

i nteger; /* command paraneter */
case Menu:

key longint = 5750;/* class ID */

i nt eger; /* font ID */

i nt eger; /[* font size */

i nteger; /* justification */

i nt eger; /* style */

pstring; /* | abel for pop-up menu */

al i gn word; /* reserved */
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| ongi nt;
i nt eger;

/* property conmmand */
/* menu resource ID */

case EditPicture:

key | ongi nt
i nteger;

case Custom

Here are the possible values for the flags field near the beginning of the ' det v' resource:

key I ongi nt
i nteger;
b
al i gn word;
1
b
Flag
kDETNoFIl ags
kDETEnabl ed

kDETHI | i ght | f Sel ect ed
kDETNureri cOnly

kDETMul ti Li ne

kDETDynam cSi ze

kDETAI | owNoCol ons

kDETPopupDynani cSi ze

kDETScal eToVi ew

= 0x00010000 + 24250; /* class ID */
/* maxi mum pi xel depth */

= 6750;/* class ID */
/* reference value for use by devel oper */

Meaning
No flags.

If set to 1, this view should be highlighted if the user selects the item
of which this view is a part. Not for use in sublists.

If set to 1, highlight the view when the entry is selected. For items in
a sublist only.

If set to 1, the user is allowed to enter only numbers into this item.
For editable text fields only.

If set to 1, the user or template can enter more than one line into the
field. If set to 0, pressing Return terminates text entry; if set to 1,
pressing Return enters a carriage return and starts a new line. For
text fields only. Note that you must set this flag to 1 for multiline
static text fields.

If set to 1, a box appears around the item when the user clicks the
item or tabs into it. The CE sizes the box dynamically as the user
edits the text in the box. For editable text fields only.

If set to 1, the user is not allowed to enter colons as part of the text.
The CE substitutes a hyphen (-) for each colon (:) typed. For editable
text fields in which the user is expected to type a filename.

If set to 1, the CE automatically resizes a pop-up menu according to
its contents. For pop-up menus only.

If set to 1, a picture is scaled to the bounds of the view. If set to 0, the
picture is cropped. For Edi t Pi ct ur e views only.
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Several constants are provided for use with fonts:

Constant Value
kDETAppl i cati onFont 1
kDETAppl i cati onFont Si ze 9
kDETAppFont Li neHei ght 12
kDETSyst enfont 0
kDETSyst entont Si ze 12
kDETSyst enfont Li neHei ght 16
kDETDef aul t Font

kDETDef aul t Font Si ze 9
kDETDef aul t Font Li neHei ght 12

Here are the possible values for text styles:

Constant Meaning

kDETNor mal Normal font

kDETBol d Bold

kDETItalic Italic

kDETUnder | i ne Underlined

kDETQut | i ne Outline style

kDETShadow Shadow style

kDETCondense Condensed

kDETExt end Extended

kDETI conStyl e Same as normal text style for regular entries and as italic text

style for aliases

Here are the possible values for text justification:

Value Meaning

kDETLef t Text in scripts written from left to right is left-justified; text in
scripts written from right to left is right-justified.

kDETCent er All text is centered in the text field.

kDETRi ght All text is right-justified.

kDETFor ceLeft All text is left-justified.

View types

St ati cText FronVi ew
Text that cannot be edited by the user. The contents of the string
come from the view itself; that is, from the information page
template.
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St at i cConmmandText Fr onVi ew

St ati cText
Edi t Text

Bi t map

Box

Text that cannot be edited by the user. When the user clicks on the
text, the CE calls your code resource with the routine selector
kDETcndPr oper t yCommand and with the property command and
command parameter from the view list. Most commonly, the code
resource does nothing in response to this property command;
instead, this view type is used to provide headings for sublist
columns, so that when the user clicks the column heading, the sort
criteria for the sublist is changed. To accomplish this, set the
property-command field to KDETChangeVi ewConmand and the
command parameter field to the negative of the property number of
the appropriate entry in the aspect’s KDETAspect Vi ewvenu
resource (page 5-103). When you use KDETChangeVi ewComrand
as the property command, the CE handles the command without
calling your code resource. The contents of the string come from the
“string to display” field in the view itself.

Text that cannot be edited by the user. The contents of the string
come from the view property; that is, from the aspect.

Text that the user can edit. The contents of the string come from the
view property; that is, from the aspect.

Anicon, taken from an icon suite in the aspect template. The CE
looks for an icon suite with a resource ID equal to the aspect
template’s base ID plus the property number. The property number
is in the property number field of the ' det v' structure. The size
field indicates the size of the icon: KDETLar gel con,

kDETSmal | | con, or KDETM ni | con.

A simple graphic rectangle or rounded rectangle, useful for
drawing dividing lines between view elements and boxes around
elements that do not normally have them, such as sublists. The Box
view type takes a single integer as a parameter. The dimensions of
the box are those of the view itself. The first 4 bytes of the integer
are flags, as follows:

Bit Flag Meaning
none kDETUnused No flags.
0 kDETBoxTakesCont ent O i cks If this flag is set to

1 and the user
clicks in the box,
the CE calls your
code resource with
the property
number.

1 kDETBox| sRounded Box is a rectangle
with rounded
corners.

kDETBox| sGr ayed Box is dimmed.
kDETBoxI sl nvi si bl e Box is invisible.
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Def aul t But t on

But t on

Checkbox

Radi oBut t on

Menu

A standard button with a heavy border indicating that this is the
default button; that is, pressing Return or Enter keys has the same
effect as clicking the button. Clicking a default button closes any
open edit-text field, whereas clicking a regular button does not. In
every other respect, a Def aul t But t on view is identical to a

But t on view. You can have only one default button in a given
information page.

A standard button. You must use the button’s property number for
the property-command field of the ' det v' resource. Then, when
the user clicks the button, the CE calls your code resource with the
routine selector kDETcmdPr oper t yConmand and with the
property number of the button in the pr oper t y field of the
parameter block. If your code resource does not handle this
command, the CE does nothing. If you use the property numbers
kDETAddNew t em kDETRenpveSel ect edl t ens, or
kDETOpenSel ect edl t ens, the CE handles the command without
calling your code resource. These property numbers are described
in Table 5-3 on page 5-86.

A standard dialog checkbox, which can be selected or not. The
property can be equal to 0 (checkbox is not selected) or 1 (checkbox
is selected). You must use the checkbox’s property number for the
property-command field of the ' det v' resource. Then when the
user clicks the checkbox, the CE sends the property number to your
code resource. If your code resource does not handle the command,
the CE changes the property value to toggle the checkbox off or on.

Note that if your code resource does handle this command, you
must call the kDETcndDi rt yPr oper t y callback routine
(page 5-233) to force the CE to redraw the checkbox.

A standard dialog radio button, which can be on or off, as selected
by the user. When multiple radio buttons are associated with the
same property, only one can be on at a time. You must use the
button’s property number for the property-command field of the

" det v' resource, and you should use a different value for the
command parameter field of each button associated with the same
property. Set the command parameter of the default button (the one
you want the CE to select when the view is first displayed) equal to
the value of the property. When the user clicks the radio button, the
CE first calls your code resource. If your code resource does not
handle the command, the CE sets the value of the property to the
value of the parameter for that button, thereby selecting that button
and deselecting all other radio buttons for that property.

soreidwa) 300V -

Note that if your code resource does handle this command, you
must call the kDETcndDi rt yPr oper ty callback routine
(page 5-233) to force the CE to redraw the radio button.

A pop-up menu from which the user can select one item, which the
information page then displays as the “state” of the menu. The
menu resource ID field of the ' det v' resource indicates the

' fimu' resource that specifies the contents of the menu. The menu
resource can have any resource ID. You must use the menu’s
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property number for the property-command field of the ' det v'
resource. Pop-up menus are limited to 31 items; if your ' f mu’

resource includes more than 31 items, the pop-up menu will not
work properly. You cannot put a pop-up menu view in a sublist.

When the user chooses an item in the pop-up menu, the CE calls
your code resource with the routine selector

kDETcndPr oper t yCommand and with the property number of the
menu in the pr operty field of the parameter block. The CE gets
the value for the par anet er field of the command’s parameter
block from the ' f rmu’ resource; your code resource can use this
parameter to determine which item in the pop-up menu the user
has selected. You can use the kDETcndAddMenu (page 5-238) and
kDETcndRenoveMenu (page 5-240) callback routines to add and
remove menu items.

Edi tPicture A picture that the user can select and copy onto the Clipboard, cut,
or replace by pasting.

Cust om A custom view defined by the code resource of the aspect
associated with the information page. A custom view can respond
to mouse-down events if you provide code to handle these events.
There is no way for the user to select the custom view, but if no
other view is selected, your code resource can receive keypress
events and interpret them as belonging to the custom view. See
“Custom Views and Custom Menus” beginning on page 5-192 for
more information about how code resources can handle custom
views. You can specify any value you wish for the reference-value
integer in the view list. Your code resource can use the
kDETcnmdGet Cust onVi ewUser Ref er ence callback routine
(page 5-242) to obtain this value.

Listing 5-15 shows a sample view list.

Listing 5-15 Sample view list

resource 'detv' (rMWlnfoPage, purgeable) {
{
{kBi t mapTop, kBitmapLeft, kBitmapBottom kBitnmapRi ght},
kDETNoFl ags, kDETAspect Mai nBit map,
Bitmap { kDETLargel con };

{kSt at Text Top, kStat TextLeft, kStatTextBottom KkStat TextRight},

kDETNoFl ags, kDETNoProperty,

Stati cText FromVi ew { kDETAppl i cati onFont, kDETAppli cationFont Size,
kDETR ght, kDETBold, "Label:" };

{kEdi t Text Top, kEditTextLeft, kEditTextBottom KkEditTextRi ght},

kDETEnabl ed, prEdit Text Property,
Edit Text { kDETApplicationFont, kDETApplicationFontSize, kDETLeft,
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kDETNor nal };

{kCheckboxTop, kCheckboxLeft, kCheckboxBottom kCheckboxRi ght},
kDETNoFl ags, pr CheckboxProperty,
CheckBox { kDETApplicationFont, kDETApplicationFontSize,

kDETLeft, kDETNormal, "Check Me", prCheckboxProperty };

{kRadi 01Top, kRadi olLeft, kRadi olBottom kRadi olRi ght},
kDETNoFl ags, pr Radi oProperty,
Radi oButton { kDETApplicationFont, kDETApplicationFontSi ze,
kDETLeft, kDETNornal, "Radio 1", prRadioProperty, 0 };

{kRadi 02Top, kRadi o2Left, kRadi 02Bottom kRadi 02Ri ght},
kDETNoFl ags, pr Radi oProperty,

Radi oButton { kDETApplicationFont, kDETApplicationFontSi ze,
kDETLeft, kDETNormal, "Radio 2", prRadi oProperty, 1 };

b

Implementing Conditional Views

Listing 5-16 shows a lookup table, information page signature resource, and view list
used to implement a conditional view. In Listing 5-16, the information page contains a
view-selection pop-up menu with three choices. When the user chooses an item from the
menu, the value of that item becomes the value of the property pr MsgType. In the
"deti' resource, the value of pr MsgType determines which view is active. In the
lookup table (the ' dett' resource), the value of pr MsgType determines which
properties are processed. Note the use of block and conditional elements in the lookup
table (see “Conditional Element Types” on page 5-112 and “Block Elements” on

page 5-113) to achieve this end. There is one view list for the pop-up menu and one view
list for each of the conditional views.

Note

Listing 5-16 is not a complete, working set of templates. It is intended
only to illustrate the interaction of the information page signature
resource, lookup table, and view lists in the implementation of
conditional views. O

Listing 5-16 Implementing a conditional view
#defi ne prMsgType kDETFi r st DevProperty
#def i ne prPMDat e kDETFi r st DevProperty + 1
#defi ne prPMi me kDETFi r st DevProperty + 2
#def i ne pr PMFrom kDETFi r st DevProperty + 3
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#def i ne prPMIo kDETFi r st DevProperty + 4
#defi ne prNvessage kDETFi r st DevProperty + 5
#define prNReply kDETFi r st DevProperty + 6
#def i ne pr | BOFrom kDETFi r st DevProperty + 7
#defi ne prlBOTo kDETFi r st DevProperty + 8
#def i ne prl BOBecause kDETFi r st DevProperty + 9
resource 'deta' (kCondVi ewAspect, purgeable) {

o, /1 drop-operation order

dropCheckAl ways, // drop-check flag

not Mai nAspect /1 not the main aspect

s

resource 'rstr' (kCondVi ewAspect + kDETTenpl at eNane, purgeable) {
"WAVE Conditional view aspect” /1l Start with application signature

b

resource 'rstr' (kCondVi ewAspect + kDETRecordType, purgeable) {
"WAVE Conditional View' /1 Start with application signature
1

/1 Custominformati on page wi ndow wi th no default pop-up nenu
resource 'detw (kCondVi ewAspect + kDETAspect | nf oPageCust omW ndow, purgeabl e)
{
{0, 0, 224, 224},
di scl udePopup
I3

/1 Lookup table. Conditional elenents correspond to conditional views.
resource 'dett' (kCondVi ewAspect + kDETAspect Lookup, purgeable) {
{
{"aoce Mail Note"}, typeBinary,
useFor | nput, useForQutput, notlnSublist, isNotAlias, isNotRecordRef,
{
"long', prMsgType, O;
"equa', prMsgType, kDETConstantProperty + O;
"((((', kDETNoProperty, O;
"rstr', prPMDate, O;
‘rstr', prPMine, O;
'))))', kDETNoProperty, O;
"equa', prMsgType, KkDETConstantProperty + 1;
"((((', kDETNoProperty, O;
"rstr', prNwvessage, O;
"rstr', prNReply, O;

5-132 AOCE Templates Reference



CHAPTER 5

AOCE Templates

'))))', kDETNoProperty, O;
"equa', prMsgType, kDETConstantProperty + 2;
"(((('", kDETNoProperty, O;
"rstr', priBOFrom O;
"rstr', priBOTo, O;
"rstr', prlBOBecause, O;
'))))', kDETNoProperty, O;

}s

resource 'deti' (kCondVi ew nfoPage, purgeable) ({
1000,
kDETNoSubl i st Rect ,
noSel ect Fi r st Text,

{
kDETNoPr operty, kDETNoProperty, kCondVi ewl nf oPage;

pr MsgType, KDETConstantProperty + 0, kCondVi ew nf oPage + 1;
pr MsgType, kDETConstantProperty + 1, kCondVi ew nf oPage + 2;
pr MsgType, kDETConstantProperty + 2, kCondVi ew nf oPage + 3;
},

{

s

resource 'rstr' (kCondVi ew nf oPage + kDETTenpl at eNane, purgeable) {
"WAVE Conditional view info page"

b

resource 'rstr' (kCondVi e nf oPage + kDETRecordType, purgeable) {
"WAVE Condi tional view'

}s

resource 'rstr' (kWNI nfoPage + KkDETI nf oPageMai nVi ewAspect, purgeable) {
"WAVE Condi tional view aspect"
b

/1View list for conditional-viewselection pop-up nenu
resource 'detv' (kMNI nfoPage, purgeable) {
{
kMenuTop, kMenuLeft, kMenuBottom kMenuRi ght,
kDETNoFl ags, prMsgType,
Menu {kDETSyst enfont, kDETSystentontSi ze, kDETCenter, kDETNormal, "",
pr MsgType, kM nfoPage};
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/1 Menu resource for conditional-viewselection pop-up nmenu
resource 'fmmu’ (kWMNI nf oPage, purgeable)

{

kMNI nf oPage,

{

0, "Phone Message”;
1,"Note”;

2,"1"Il Be Qut”;

}

1

//View lists for conditional views

resource 'detv' (kWNI nfoPage + 1, purgeable) {
{
{kText Top, kLabel Left, kTextTop + kOneLi neHei ght, kLabel Ri ght},
kDETNoFl ags, kDETNoProperty,
StaticText FronVi ew { kLabel Font, kLabel Size, kDETRi ght, kLabel Styl e,
n Dat e: n } ,

{kText Top - 2, kTextColumLeft, kTextTop + kOneLi neHei ght - 2,
kText Ri ght},

kDETEnabl ed, pr PMDat e,

Edi t Text { kText Font, kTextSi ze, kDETLeft, kTextStyle };

{kText Top + kOneLi neHei ght + 2, kLabel Left,

kText Top + kOneLi neHei ght + 2 + kOneLi neHei ght, kLabel Ri ght},
kDETNoFl ags, kDETNoProperty,

StaticText FronVi ew { kLabel Font, kLabel Si ze, kDETRi ght, kLabel Styl e,
"Time:" };

{kText Top + kOneLi neHeight + 2 - 2, kText Col umLeft,
kText Top + kOneLi neHei ght + 2 + kOneLi neHei ght - 2, kTextRight},
kDETEnabl ed, pr PMTi e,
Edit Text { kTextFont, kTextSize, kDETLeft, kTextStyle };
b
1

resource 'detv' (kMNI nfoPage + 2, purgeable) {

{
{kText Top - 2, kTextLeft, kTextTop + kSi xLi neHeight - 2, kTextRi ght},
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kDETMuUI ti Li ne, rNMessage,
Edi t Text { kText Font, kTextSi ze, kDETLeft, kTextStyle };

{kText Top + kSi xLi neHei ght + 2, kLabel Left, kTextTop + kSi xLi neHei ght + 2
+ kOneLi neHei ght, kLabel Ri ght}, kDETNoFl ags, kDETNoProperty,
StaticText FromVi ew { kLabel Font, kLabel Si ze, kDETRi ght, kLabel Styl e,

"Reply:" };

{kText Top + kSi xLi neHei ght + 2 + kOnelLi neHeight + 2 -6, kTextlLeft,
kText Bott om kTextRi ght}, kDETMultiLine, rNReply,

Edi t Text { kText Font, kTextSi ze, kDETLeft, kTextStyle };

i
1

resource 'detv' (kWNI nfoPage + 3, purgeable) {

{
{kText Top, kLabel Left, kTextTop + kOneLi neHei ght, kLabel Ri ght},

kDETNoFl ags, kDETNoProperty,
StaticText FronVi ew { kLabel Font, kLabel Si ze, kDETRi ght, kLabel Styl e,
"From" };

{kText Top - 2, kTextColummLeft, kTextTop + kOneLi neHei ght - 2,
kText Ri ght}, kDETEnabl ed, rl BOFrom
Edit Text { kTextFont, kTextSize, kDETLeft, kTextStyle };

{kText Top + kOneLi neHei ght + 2, kLabel Left, kTextTop + kOneLi neHei ght + 2
+ kOneLi neHei ght, kLabel Right}, kDETNoFl ags, kDETNoProperty,

StaticText FronVi ew { kLabel Font, kLabel Si ze, kDETRi ght, kLabel Styl e,
"To:" };

{kText Top + kOneLi neHeight + 2 - 2, kTextColumLeft, kTextTop +
kOneLi neHei ght + 2 + kOneLi neHei ght - 2, kTextRight}, kDETEnabl ed, rl BOTo,
Edit Text { kTextFont, kTextSize, kDETLeft, kTextStyle };
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{kText Top + kOneLi neHei ght + 2 + kOneLi neHei ght + 2, kLabel Left, kTextTop
+ kOnelLi neHei ght + 2 + kOnelLi neHei ght + 2 + kOnelLi neHei ght, kLabel Ri ght},

kDETNoFl ags, kDETNoProperty,
StaticText FronVi ew { kLabel Font, kLabel Size, kDETRi ght, kLabel Styl e,

"Because: " };

{kText Top + kOneLi neHei ght + 2 + kOneLi neHeight + 2 - 2, kText Col unmLeft,
kText Top + kOneLi neHei ght + 2 + kOneLi neHei ght + 2 + kTwoLi neHei ght - 2,
kText Ri ght}, kDETEnabl ed, rl BOBecause,
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Edit Text { kText Font, kTextSize, kDETLeft, kTextStyle };

s
b

Sublists

If the information page includes a sublist, the information page template includes a view
list that describes a line in the list. Each line in a sublist typically contains an icon, a
“name” field, and a “kind” field, and might contain other fields or controls. For each
item in the sublist, the Catalogs Extension takes the properties for the views from the
main aspect of that item.

Note that, if the sublist contains items of more than one type, each type of item has an
associated main aspect template. For example, if the sublist contains Direct Dialup mail
addresses, PowerTalk serverless mail addresses, and PowerShare server mail addresses,
there are three main aspect templates, one for each type of mail address. The CE uses the
appropriate main aspect template to create the main aspect for each item that appears in
the list. The CE uses a single view list in the information page template to format all of
the lines in the sublist but takes the values to display in the sublist from a separate main
aspect for each line.

The CE does not automatically draw a box around a sublist; if you want a box around a
sublist, you must draw it yourself.

View lists are described in the preceding section. Main aspect templates are described in
“Main Aspect Template Resources” beginning on page 5-88. Listing 5-4 on page 5-44
shows an information page template for an information page with a sublist.

Information Page Resources

In addition to view lists, an information page template contains resources that name the
template, specify the type of record or attribute to which the template applies, provide
the name of the associated aspect, and specify items for the Catalogs menu. The
information page template resources that are common to aspect templates are described
in “Template Names” on page 5-75 and “Specifying Record and Attribute Types for
Templates” on page 5-75. The remaining resources are described in this section. For a
complete list of information page resources, see Table 5-10 on page 5-120.

kDETInfoPageMainViewAspect

5-136

All property numbers listed by the view lists for the main portion of the information
page come from one aspect, the main view aspect. The main view aspect also provides the
list of objects to be included in the sublist (if any). Name the main view aspect with an
RSt r i ng resource that has a resource ID with an offset of

kDETI nf oPageMai nVi ewAspect from the template’s base resource.
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Note

Do not confuse the main view aspect with a main aspect. A main aspect
provides the properties that describe an item in a sublist. A main view
aspect provides all of the properties needed by the information page
except the contents of the sublist. O

resource 'rstr' (rMnfoPage + KDETI nf oPageMai nVi ewAspect, purgeable) {
"WAVE Associ at ed Aspect Nane"

b
IMPORTANT
If the information page template does not name a main view aspect, the
Catalogs Extension does not load the template. a
kDETInfoPageName

To specify the name of the information page that appears in the page-selection pop-up
menu, use an RSt r i ng resource that has a resource ID with an offset of
KDETI nf oPageNane from the template’s base resource.

resource 'rstr' (rMWlnfoPage + KkDETI nf oPageNane, purgeable) ({
"Informati on Page Pop-up Nane"
b
You must include this resource in every information page template if the information
page window includes a page-selection pop-up menu. Only custom information pages

can exclude page-selection pop-up menus; see the description of the
kDETAspect | nf oPageCust omW ndow resource on page 5-97.

kDETInfoPageMenuEntries

You can use a resource of type ' det mi to add items to the Catalogs menu. Give the
resource an ID with an offset of KDETI nf oPageMenuEnt r i es from the template’s base

resource ID.

resource 'detm (rMInfoPage + kDETI nf oPageMenuEntries, purgeable) {
r Myl nf oPage + kDETI nf oPageMenuEntri es,
{
menuPar aneterl, "Entry 1";
menuPar aneter2, "Entry 2";
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When the user chooses an item, the Catalogs Extension calls the code resource in the
aspect with the routine selector KDETcndCust omvenuSel ect ed (page 5-195), passing
your code the menu parameter from the kDETI nf oPageMenuEnt r i es resource for the
item the user selected. Your code resource is also called (with the

kDETcnmdCust omMenuEnabl ed routine selector described on page 5-194) to determine
if the menu item should be enabled.

Components of Forwarder Templates

Forwarder templates provide a list of names of aspect and information page templates
that can be used with the record or attribute type to which the template applies.

A forwarder template can contain the resources listed in Table 5-11.

Table 5-11 Resources in forwarder templates

Resource Offset of resource ID from signature
type resource ID Purpose of resource

"detf’ 0 Identifies template as forwarder and provides a
base resource ID. Required for all forwarder
templates.

rstr' kDETTenpl at eNane Name of template. Required for all forwarder
templates.

rstr' kDETRecor dType Type of record to which the template applies.
Either this resource, the KDETAt t ri but eType
resource, or both must be included.

rstr’ KDETAt tri but eType Type of attribute to which the template applies.
Either this resource, the KDETRecor dType
resource, or both must be included.

"detn’ kDETAt tri but eVal ueTag Attribute tag of attributes to which the template
applies. You can provide this resource if you
have also provided the KDETAt t ri but eType
resource. If you don’t provide this resource the
template applies to attributes with any tag value.

"rst# KDETFor war der Tenpl at eNarmes A list of names of aspect and information page
templates that the CE can use with the record or
attribute type to which this forwarder template
applies.
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Forwarder Template Signature Resource

The forwarder template signature resource provides a base resource ID from which the
other resource IDs in the template are offset and provides the forwarder template
version number of the template.

‘detf’ Resource

Use a resource of type ' det f' for the forwarder template signature resource.

type '"detf' {
| ongl nt = kDETForwar derVersion; [* tenplate format version */

b

Forwarder Template Resources

A forwarder template contains resources that name the template, specify the type of
record or attribute to which the template applies, and specify the names of templates
that the Catalogs Extension can use with the record or attribute to which the template
applies. The forwarder template resources that are common to aspect and information
page templates are described in “Template Names” on page 5-75 and “Specifying Record
and Attribute Types for Templates” on page 5-75. The remaining resource is described in
this section. For a complete list of forwarder template resources, see Table 5-11 on

page 5-138.

kDETForwarderTemplateNames

To specify the templates that the Catalogs Extension can use with the record or attribute
to which the forwarder template applies, use a resource of type ' r st #' that has a
resource ID with an offset of KDETFor war der Tenpl at eNanmes from the template’s

base resource.

resource 'rst# (kForwarder Tenpl ate + kDETForwar der Tenpl at eNanmes, purgeabl e)

{
{ "WAVE Al bunt, "WAVE Track" }

b
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Components of Killer Templates

A killer template provides a list of names of templates that the Catalogs Extension
should ignore. You can use killer templates to disable any type of template except
another killer template. A killer template can contain the resources listed in Table 5-12.

Table 5-12 Resources in killer templates

Resource Offset of resource ID from

type signature resource ID Purpose of resource

" det k'’ 0 Identifies template as killer and provides a base resource
ID. Required for all killer templates.

"rstr' KDETTenpl at eNane Name of template. Required for all killer templates.

"rst# KDETKi | | er Nane A list of names of templates to disable.

Killer Template Signature Resource

The killer template signature resource provides a base resource ID from which the other
resource IDs in the template are offset and provides the killer template version number
of the template.

‘detk’ Resource

Use a resource of type ' det k' for the killer template signature resource.

type 'detk' {
longlnt = KDETKi Il erVersion; /* tenplate format version */

b

Killer Template Resources

A killer template contains resources that name the template and specify the names of
templates that the Catalogs Extension should ignore. The killer template name resource
is described in “Template Names” on page 5-75. The other resource is described in this
section. For a complete list of killer template resources, see Table 5-12.

kDETKillerName

To specify the templates that the CE should disable, use a resource of type ' r st #' that
has a resource ID with an offset of KDETKi | | er Nare from the template’s base resource.
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resource 'rst# (kKillerTenplate + kDETKi || er Nane, purgeable) {
{ "WAVE Al bunt, "WAVE Track" }

b

Components of File Type Templates

A file type template provides a list of file types that the Catalogs Extension should search
for AOCE templates. A file type template can contain the resources listed in Table 5-13.

Table 5-13 Resources in file type templates

Resource Offset of resource ID from

type signature resource ID Purpose of resource

" det x' 0 Identifies template as file type and provides a base
resource ID. Required for all file type templates.

"rstr' kDETTenpl at eNane Name of template. Required for all file type templates.

File Type Template Signature Resource

The file type template signature resource provides a base resource ID from which the
other resource IDs in the template are offset, provides the file type template version
number of the template, and lists the file types that the CE is to search for templates.

‘detx’ Resource

Use a resource of type ' det X' for the file type template signature resource.

type 'detx' {

| ongl nt = kDETFi | eTypeVer si on; /* tenplate format version */
integer = $$Count O (I temArray); /* count */
array ltemArray {

| ongl nt; /* type of additional file */

b
b

File Type Template Resources

A file type template contains a resource that names the template. The file type template
name resource is described in “Template Names” on page 5-75.
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